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1 Introduction

1.1 Intended Scope of this Document

"This guide is intended primarily for developers who want to create applications for Handspring products
including specialized Springboard™ modules. Currently, Software Development Kits (SDKs) designed to assist
developers are developed using the Handspring™ Palm OS® GNU Tools. These tools are discussed in this
document. In addition, utilities such as Palm-MakeROM, which are part of the Handspring GNU Tools, are
documented here for developers who want to port Palm OS based software to a Springboard module.

For Palm OS software development, the following section provides a list of useful resources; however, the
remainder for this guide will focus on software tools required to develop a Springboard module.

Software for the Handspring systems can be developed in the same way as any Palm OS-based application;
however, when you want to create a Springboard module for your applications, you must then use Handspring’s
development tools.

1.2 Types of Software Development for Handspring Handhelds

The key factor that makes the Springboard™ Expansion Slot a compelling platform is its plug-and-play
functionality. The Springboard Expansion Slot allows different modules to be inserted and removed from a
handheld computer at any time. To support this functionality, Handspring has created extensions to the standard
Palm OS® in order to enable new, specialized hardware and software to:

*  Detect the insertion of a module.
»  Load applications and appropriate drivers stored on the module.
*  Cleanly remove software when the module is removed.
This functionality correctly implements plug-and-play for the handheld computer.

Application software that resides in a module’s memory is executed in place, just like applications in the device’s
internal ROM or RAM. With this design, Palm OS jumps directly to program code, rather than “loading” an
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application into internal memory and “jumping” to the appropriate code on the module memory. This
functionality is sometimes referred to as “execute in place.” This architecture is well suited to handheld devices in
which memory and processing power are scarce resources.

The Springboard Expansion Slot builds on this architecture by directly mapping memory and I/O ports on the
module to the main processor’s address space. Access to hardware in the handheld and on the module is
conducted in exactly the same way. Software is executed in place on the module. To support full plug-and-play
functionality, the system allows for removal of a module while it is running an application. The user is
automatically switched out of the module application and back to the Application Launcher, as necessary.

"This guide describes the Springboard Expansion Slot, and provides you with the information necessary to:
* Implement “application-only” products on a Springboard-compatible memory module.

*  Design Springboard-compatible modules with specialized hardware and the applications to support them.
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1.3 Software Development for Handspring Handhelds

There are three general categories of software development for Handspring handhelds. Each category has
different requirements. Each of these categories is described in greater detail in the sections that follow. The
three categories are:

Generic Applications: These applications execute from the Handspring handheld’s internal memory.

Examples: Any of the utilities, games, and other applications that can be downloaded for use on Palm OS-
based devices.

Generic Applications on a Springboard Module: These applications execute from a Springboard memory
module. Inserting a module provides instant access to the application, eliminating the need to download and
install software.

Example: A Palm OS reference guide that is distributed on a Springboard module to accommodate retail
distribution. In particular, a Springboard memory module is a better platform for larger applications that
would be cumbersome to install and consume internal memory.

Special Purpose Applications: These applications access specialized hardware on the Springboard module.
Additionally, a “special purpose” application may also install interrupt handlers and other system modifications in
support of the module hardware. All the software necessary to operate the module is resident on the module itself,
eliminating the need to download and install software and drivers.

Example: Software and drivers to operate a Springboard module such as VisorPhone (Handspring’s GSM
phone module).

1.4 Generic Applications

There are various development environments for Palm OS-based systems. The two primary tools are the Palm
OS GNU Tools and Metrowerks' CodeWarrior. Following is an overview of these tools. For more detailed
information, or to download these tools, go to the Handspring website at:

http://www.handspring.com/developers/sw_dev.jhtml

1.41 Handspring Palm OS GNU Tools

The GNU Tools are based on the Unix environment and are command line driven. If you're accustomed to Unix
development, this will be very familiar. To develop for Handspring handhelds you must use Handspring's GNU
Tools that use the Cygwin GNU utilities for Windows. Handspring has also developed a Microsoft Visual C++
project file that calls the GNU Tools. With this approach, you can have the ease of using an IDE with the
flexibility of open source development tools. A complete description of the tools is included with the download.
These tools are currently available for download from Handspring for use in the Windows environment. The
Handspring Extension header files (available from Handspring’s website) must be installed onto this development
tool for applications using the Handspring Extension APIs.

1.4.2 Metrowerks CodeWarrior

Metrowerks CodeWarrior is an integrated development environment with a graphical interface that allows for
easier generation of forms. It also provides a utility for automatically managing files and resources. The "lite"
version -- which doesn't allow for software distribution -- is free to download. The full version can be purchased
from Metrowerks. These tools are currently available from Palm for use in both the Windows and Macintosh
environments. The Handspring Extension header files (available from Handspring’s website) must be installed
onto this development tool for applications using the Handspring Extension APIs.
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1.4.3  Other Development Environments

The Palm developers’ web site (http://www.palmos.com/dev/tech/tools/) contains information on other
development environments available for the Palm OS.

Developing software for Handspring handhelds is the same as developing for other Palm OS-based systems. For
example, Visor™ is based on Palm OS 3.1, so documentation covering standard Palm OS development is
applicable. The Palm developers’ web site (http://www.palmos.com/dev/support/docs/) contains a variety of
references covering standard Palm OS development.

1.5 Generic Applications on a Springboard Module

If you are an application developer who simply wants to transfer your application to a non-volatile Springboard
memory module, you simply need the Palm-MakeROM tool as described in this guide to build a ROM image.
"Third party suppliers can use your ROM image to program memory modules in quantity.

For development purposes, you can also use Handspring’s 8MB Flash Module. This module, available on our web
site, is a run-time read-only memory-based module that can be re-programmed using the Palm Debugger.
Handspring includes the FileMover application with this module that enables users to transfer any applications
between internal and module memory. Developers can use the FileMover application to move software onto the
module for testing purposes.

Handspring has also developed CardUpdaterMakerSDK that provides an easy way for developers to generate a
utility that customers can use to update a Flash module. Note that this process will erase the entire flash card and
it will not be usable as an 8MB Flash Module. To restore the original functionality of this module you will need to
download the appropriate file from our Customer Care website.

http://www.handspring.com/support/index.jhtml

Since the Springboard memory modules can be removed at any time during execution, there are some
considerations to take into account when designing your application. Specifically, software that uses shared
libraries or installs system modifications (e.g., interrupt handlers) should be configured properly to work with the
plug-and-play features of the Springboard Expansion Slot. Refer to the section entitled Application Development To
Support Plug-and-Play in the Springboard Development Guide for a more detailed description.

You might want to consider designating a Welcome application on your module. This application would be
launched automatically when your Springboard module is inserted in a handheld. Refer to the section entitled
Module Welcome application in the Springboard Development Guide for a more detailed description.

Finally, applications that execute from a Springboard memory module (i.e., masked ROM, Flash, and OTP) are
based on read-only memory and should be designed appropriately.

1.6 Special Purpose Applications

If you are building a Springboard module with specialized hardware, you must use the Handspring Extension
API. This API and all other necessary information to build Springboard-compatible modules are explained in the
next sections.

The Developer section of Handspring’s website contains source code examples for Springboard module
applications. They have been developed using the Handspring Palm OS GNU Tools. These examples show how
to develop more sophisticated applications that install interrupt handlers or OS patches when the associated
module is plugged into the Springboard Expansion Slot. These examples have been fully tested at Handspring and
can be used as a baseline for application development.

-10 -
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2 Handspring Coding Standards

2.1 About the Handspring Coding Standards

The Handspring coding standards are essentially the Palm OS naming conventions, combined with GNU
formatting conventions. Developers will find all Handspring code in this format. These conventions are
recommendations for easier readability and are not requirements.

2.2 General Program Design

In general, the following guidelines should be followed to make your code as bug-free, maintainable, and portable
as possible:

Minimize the use of global variables. This falls under the general guideline of using good data abstraction.
In general, try to minimize the exposure of any variables to the smallest subset of functions that need to
directly access the variable. When performance is acceptable, require the use of accessor functions to read
and/or modify variables.

Minimize the number of exported functions and equates. Try to make as many functions and equates
private (static) to a particular source code module as possible.

Choose long, descriptive function, variable, and equate names. This helps document the code and can
save you from having to write as many comments.

Make the code look "pretty”. Judicious use of white space and comment blocks can go a long way to
making your code more readable and maintainable -- especially by others.

Separate platform-independent code into separate source files from platform-dependent code. Always
try to structure your sources so that only a subset of the source files need to be rewritten when porting to a
different platform. For example, all the code that makes Win32 API calls for a GUI Windows application
should be broken out into separate source files from the core platform-independent code.

Avoid the use of arbitrary limits on the length of any array including filenames, symbols, and user
input. Allocate these types of structures dynamically.

Always check result codes on function calls. When compiled for debug mode, display the filename, line
number, and associated error text for any error encountered.

2.3 Organization of Source Files

Each project should be in it's own directory with the following structure and directory names:

!/ MyPr oj ect
/Build # makefiles, IDE project files, build scripts
/ Docs # Document ati on, including:
ChangelLog. t xt # text file with change notes
Request s. t xt # text file with feature and bug fix requests
* htm # HTM. docunents
*. doc # Word documents
/1ncs # Include files that are shared anong the different
# source files in the project. Private includes should
# be put into the /Src directory.
[ Qoj # all object code, tenp files, and the final executable
# go here. Basically, any files that can be del eted
# and re-built should go here.
/ Src # pl atformindependent source code
/ SrcW n # W ndows- speci fic source code
/ SrcMac # Maci nt osh-specific source code

-11-
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2.4 Formatting Conventions

All source files should be edited using a tab stop of 4, and lines should be no wider than a typical portrait-size
window (approximately 80 columns).

All function implementations should be formatted as shown below with the return type, function name, and open
and close braces all at column 0. If the parameters must be continued on the next line, align them with the first
parameter of the line above. The body of the function starts at column 2.
voi d*
GdbExecut eCmd (voi d* gP, char** resultsPP, unsigned int echoReq,

unsi gned int echoRsp, |ong timeout)

/1 function body goes here
return MyFunction (gP);

}

When declaring pointer types, place the asterisk immediately after the base type, not next to the pointer name.
Using this convention, multiple pointer variables must be declared on separate lines, such as:

char* srcP;
char* dstP;

When making function calls, put spaces before the open parenthesis, and after the commas:

MyFunction (paraml, paranR, paranB);
Inside the body of the function, if-else statements should appear with braces indented two columns and the body
of the "if" indented two more columns. If there are no braces, then the single line body is simply indented two
columns:

if (gP == 0)
foo = bar;
el se

foo = bar + 2;
return foo;

}
if (nmyVar == 0)
foo = bar;
elseif (nyVar == 1)
{

foo = bar + 1;
return foo;

}

Try to avoid assignments within conditional tests. Instead, include an extra assignment line as follows:
foo = MyFunction();
if (foo == 0)

Exit();

-12 -
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While and do-while loops should be formatted as follows:

whil e (foo)
bar = MyFunction (bar);
f oo--;
}
do
{

bar = MyFunction (bar);
foo--;

}
while (foo > 3);

When conditional tests or evaluations must repeat on the next line, split them before an operator -- not after -- as
shown below. Also, try to avoid having two operators of different precedence at the same level of indentation:

if ((thislsLong && thislsLong2 && thislsLong3 && thislsLong4
&& thislsLong5 || (anotherLong && anot herLong2))
| | anot herLong3)

{

thisVariable = variablel + variable2 + variabl e3
+ vari abl e 4;

Switch statements should be formatting as follows:

switch (foo)

{

case 1:
DoSomet hing ();
br eak;

case 2:
DoSonet hi ngEl se ();
br eak;

}
2.5 Commenting and Style

The top of every source and header file should contain a comment section formatted such as:

/*************************************************************************

*

Proj ect:
Pal nDebugger

Copyri ght info:
<devel oper Copyright notice goes here>

Fi | eNane:
GdbW n. cpp
This file contains the code that | aunches and conmunicates with the
background process running gdb under W ndows.

ToDo:

Hi story:

*

*

*

*

*

*

*

*

*

* Description:
*

*

*

*

*

*

* 21-Nov-1998 - Created by AB
*

*

************************************************************************/

-13-
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The implementation of each function should be preceded by a comment section formatted as shown below. It
should contain the function name, a summary of what the function does, the list of parameters, with each
identified as either an input (IN), output (OUT), or input and output (INOUT), a description of the possible
return values, a list of the most likely callers of this function, miscellaneous notes, and a history section.

/***********************************************************************

*  Function: CGdbExecut eCnd

Summary:
Sends a command string to the GDB process and waits and
optionally captures all output fromthe conmand. This
routine will automatically append a newine to the end of
the command string if not present already. It will also
strip off the conmand pronpt 'prvPronptStr' if present
at the beginning of the comuand string.

*

*

*

*

*

*

*

*

*

* Paraneters:

* gP IN Pointer to private GDB G obal s

* *resultsPP QUT If resultsPP is not null, then on exit *resultsPP
* will contain a malloc'ed string with the results
* of the GDB cnd.

* echoReq | if true, echo command to the GDB U w ndow.

* ti meout I timeout (in ticks) to wait for response

* string from@GB. If 0 timeout, then
*
*
*
*
*
*
*
*
*
*
*
*
*
*
*

zZ2Zz

this routine returns w thout waiting for
a response.

Ret ur ns:
Oif no error

Cal | ed By:
AppExecut eCndLi ne

Not es:
This routine could be optim zed better by blah, blah, blah...

Hi story:
9-Dec-1998 AB Created

***********************************************************************/

In general, use white space and comment lines intelligently to help illustrate the structure of a function. A cleanly
formatted source file helps tremendously in debugging and maintenance -- especially when being used by
someone other than the original author.

For example:

I nt
PrvSendStr (Prvd obal sType* gP, CharPtr cndP)
{
Dwer d bytesWitten;
DWor d err;
e e

/'l Error check. These conditions have to be checked beforehand by
/1 the caller (PrvExecuteCnrd).

N e T
assert (!gP->stdio. needlnitCnrds);

assert (!gP->stdio.needRestart);

T e e
/1 Send the command |line to GDB's stdin now.
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if ('"WiteFile (gP->stdio.stdlnWiteH cndP, strlen (cndP),
&ytesWitten, NULL))
{

err = GetLastError();
U WnPrintOSErr (gP->ui WnH, "GdbExecuteCndLine: ",

err, 0);
}
el se
err = 0;

return err;

}

When making calls to functions with many parameters, insert comments for those parameter values whose
meaning is not clear from the name of the argument passed.

For example:

PrvWai t Compl ete (gP, fal se /*pingCheck*/, false /*retLi nkOn*/,
true /*echo*/, O /*resultsPP*/, 500 /*tineout*/);

Every #endi f and #el se should have a comment describing what it corresponds to:
#i fdef foo

#ei;sé /1 not foo
gendif  // not foo
#i fdef foo

gendif /I foo

#i f ndef foo

#ei;sé /'l foo
gendif [/ foo

#i fndef foo

#ehdif /1l not foo

When minor changes are made to a source file that has been fairly stable for a while, put a comment like the
following next to the change. This makes it easier to locate. The word chg should immediately follow the left
angle bracket, the date should be day-month-year, and the author's initials should follow. This comment string
can later be taken out of the source for better readability, after the change has proven to be stable.

/1 <chg 10-Dec-98 AB> Now check for nil pointer on entry

When you are aware of shortcomings in the code, or are putting a particular feature off until later, put a
DCLATER string commenting what needs to be done:

/1 DOLATER need to optimze this to work better with long fil enanes.. ..

-15-
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2.6 Naming Conventions

For the most part, the Handspring naming conventions are the same as those used for Palm OS.

2.6.1 Capitalization

The general rule for naming functions, variables, and constants is to never use underscores. When a name
contains multiple sub-words, each subsequent sub-word is capitalized:

/1 Function nanes, global variables, and typedefs are initial upper case:
i nt AppFunct i onName() ;

extern int Appd obal Var;

typedef int Appl nt ;

typedef enum {appMddeVerbose, appMdeQuiet} AppMdeEnum

// Local variables, constants, enuns val ues, and structure menbers
// are initial |ower case:

i nt nyLocal Var ;

#def i ne nyBogusConst ant 4

enum { nyEnuml, nyEnun? };

t ypedef struct

{
int myMenber1;
int myMember 2;
} MyCust onilype;

As illustrated above, global variables, functions, and names of types always start with a capital letter. Local
variables, constants, enums, and structure members always start with a lower case letter.

#defi ne' s that control build and compile time options are all capital letters with underscores between the
words:

#def i ne ERROR_CHECK_LEVEL 0

2.6.2  Choosing Names

In general, don't be terse when naming functions or variables. An appropriate name is, in most cases, preferable to
inserting comments for explanations.

All exported/public functions, global variables, and constants should start with a short (2-4) character mnemonic
for the module or manager to which that function belongs. The sub-words in the name should progress from
general to specific.

For example:

Mem nit ();
MenPt r New () ;
MenPtrFree ();
MermHandl eNew () ;
MermHandl eFree ();

DWord MenmDebugFl ags;

#defi ne menPt r Newrl agZer ol ni t 0x01
#def i ne menPt r Newkl agHi Heap 0x02
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All private (static) functions and definitions within a single source file should be named with a prefix of Pr v, such

as:

static void
PrvinitPrefs (int fronFile);
#define prvMyPri vat eConst ant 1

t ypedef struct
{
DWrd nmenber1;
DWword nenber2;
} PrvMyPrefsType;

Functions that must be shared between different source files within a particular module, but not exported to the
outside world, cannot be declared static. They should be named with Pr v following the module mnemonic:

MenPrvinitd obals ();
MenPr vFreed obal s ();

All typedef names for structure types should end with the word Type. Simple scalar types should not have Type
on the end. All pointer types should end with Pt r . All enum types should end with the word Enum When
naming enum constants, prefix each of the constants with the name of the enum:

t ypedef struct

{

DWord nenber 1;
DWrd nmenber 2;

} MyPrefsType;
typedef Word M/Wrd;
t ypedef Word* MyWordPr;
t ypedef enum

{

memOpenMbdeVer bose,
memOpenMbdeQui et

} MenOpenMbdeEnum

For local and global variables, append a P to the end of pointer variables and an H to the end of handle variables:

Byt e* nmy Dat aP;
Handl e nyDat aH;

2.6.3 Resource ID names

Nearly every Palm OS application has a header file called MyAppRsc. h. This header file defines the resource IDs
and menu command IDs for the resources and menus of the application. Following the conventions described

above, a typical Rsc. h header file should look like this:

// List View

#define rscListViewrorm D 1000
#define rscLi stVi ewCat egoryTriggerl D 1003
#define rsclLi st Vi enCat egoryLi st D 1004
#define rscLi st Vi ewTabl el D 1005
#define rscLi st Vi ewLookupFi el dI D 1007
#define rscLi st Vi emNewBut t onl D 1008
#define rscLi st Vi ewdpButtonl D 1009
#define rscLi st Vi ewDownButtonl D 1010
/1 Details Dial og Box

#define rscDetail sDi al ogForm D 1200
#define rscDetail sDi al ogCat egoryTri ggerl D 1204
#define rscDet ai | sDi al ogCat egoryLi stlD 1205
#define rscDetai | sDi al ogSecr et Checkbox!| D 1207
#define rscDetail sD al ogOKButtonl D 1208
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#define rscDetail sDi al ogCancel Buttonl D 1209
#define rscDet ai | sDi al ogDel et eButtonl D 1210
#define rscDetai |l sDi al ogNot eButtonl D 1211
#define rscDet ai | sDi al ogPhoneLi st1D 1213
#define rscDet ai | sDi al ogPhoneTri gger| D 1214
/1 Menu Bars

#define rsclLi st Vi emenuBar| D 1000
#define rscRecordVi emMenuBar | D 1100
#define rscEdit Vi ewenuBar | D 1200

// Menu conmands

#define rscLi st Vi ewRecor dSendCat egor yCrd 100
#define rscLi st Vi ewRecor dSendBusi nessCardCnd 101
/!l Delete Note Alert

#define rscDel eteNoteAl ert| D 2001
#define rscDel et eNot eAl ert YesButt onl ndex 0
#def i ne rscDel et eNot eAl ert NoBut t onl ndex 1

Note that all the defines start with r sc. The next part of the name should contain the form or dialog name, like
Li st Vi ew, or Det ai | sDi al 0g. The next part of the name should describe the area of the form, if applicable,
such as Cat egor y. The last part of the name should contain the object type followed by | D, such as But t onl D,
or Fi el dI D.

Menu commands are named similarly to form object IDs, except that they are followed by Cnd instead of | D.
Likewise, dialog button indices end with | ndex.

2.6.4 Filenames

Filenames should be named following the same conventions as used for functions: initial capital letter, sub-words
capitalized, no underscores, and sub-words progressing from general to specific:
MenkEntry. c

MemHeapUtils. c
MenPtrUtils.c

MemMgr . h
Private include files for a particular module or manager should have Pr v on the end of them:

MenPrv. h
SystenPrv. h
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2.7 Basic Types

In order to make code as portable as possible, avoid the use of the standard C types, such as int, long, short, etc.
These types are different sizes, depending upon the different platforms and compilers. Instead, use the basic type
names below that are defined in the header file <Common.b> (<PalmTypes.h> in Palm OS 3.5). This header file
contains #i f def s to guarantee that the basic types below are the same size on all platforms and compilers.

In general, function parameters should always be declared using fixed size types so that they remain portable even
when different functions within a system are compiled using different compilers. The variable size types below
(Int, Ulnt, etc.) should only be used for local variables. Avoid declaring function parameters using enums, since
the size of an enum can vary from compiler to compiler.

Table 1. Field Types

Format Size Sign Use...
Palm OS Palm OS
31 35
Byte Uint8 8 hits unsigned ...when you need 8 hit quantities
SByte Int8 8 hits signed ...when you need 8 hit quantities
Word Uint16 16 bits unsigned ...when you need 16 bit quantities
SWord Int16 16 hits signed ...when you need 16 bit quantities
DWord Int32 32 hits unsigned ...when you need 32 bit quantities
SDWord Int32 32 hits signed ...when you need 32 hit quantities
UChar Uchar 8 bits unsigned ...with unsigned 8 bit character arrays
Char Char 8 hits signed ...with signed 8 bit character arrays
Boolean Boolean 8 bits unsigned ...when you need on/off boolean quantities
Ulnt Ulnt at least 16 bits unsigned ...only for local variables, never for function parameters
Int Int at least 16 hits signed ...only for local variables, never for function parameters
ULong at least 32 bits unsigned ...only for local variables, never for function parameters
Long at least 32 bits signed ...only for local variables, never for function parameters
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3 Handspring Palm OS GNU Tools — Getting Started

The following diagram shows the general process of getting started with Handspring’s development tools. We’ll
cover each of these steps in sequence to get you developing quickly.

Figure 1. Getting Started with Development Tools

First Step: \

Download The Tools

. Tools
. Sample Project
. Utilities
\\ . Documentation /

l

Second Step: \

Install and Configure
. Install the tools
N Install Handspring Header file

. Copy a sample project

\\ . Configure your build options /
Third Step:

Software Development

Start with the sample project to verify your tools
environment.

l

Fourth Step:

Program and ROM Build
. Build the sample project

. Generate a ROM image (if applicable)

N _

l

Fifth Step:

Debug

. Debug applications using the emulator
(POSE)

. Debug software on a memory module on a
handheld device.

N /
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3.1 First Step: Download The Tools

Everything that you need to get started can be downloaded from the Handspring website.
3.1.1 If You Are New to GNU C Development

It is worthwhile to understand the general GNU C development environment and tools before diving into the
nuances of Springboard development. The on-line documentation listed in the GNU References chapter may be
helpful. In addition, third-party books are available covering all varieties of UNIX-based development tools (e.g.,
O’Reilly & Associates). You may find it particularly useful to review documentation covering the Bash shell,
GNU C compiler, and make utility.

Go to: http://www.oreilly.com/

3.1.2  Development Environment and Tools
Go to: http://www.handspring.com/developers/sw_dev.jhtml

Download PalmOSGNUToolsWithCygwin. This is Handspring's Palm OS GNU Tools with Cygwin GNU
utilities for Windows.

Download HandspringHeaders.exe. These header files are required to develop Springboard module
applications with plug-and-play capability.

3.1.3 Sample Projects

Go to: http://www.handspring.com/developers/sw_dev.jhtml

*  Download Tex2Hex. This is a generic GNU project for Palm OS applications. This is a generic Palm OS
application with no Handspring specific calls.

*  Download DiagRefModule (optional). This is a reference for Springboard communications modules. This
sample project includes a custom serial library and simple terminal program that can be used with a
Springboard module containing a UART, Flash memory, and other common components. Full details of
this module can be found on the Application Note entitled Diagnostic Reference Module on the Handspring
website.

»  This may also be a good point to obtain Springboard hardware for development purposes. A 8MB Flash
module can be used to test software that will reside on a module. A Diagnostic Module can be useful
when examining source code that implement Springboard specific features.

Go to: http://www.handspring.com/developers/tech notes.jhtml

3.1.4 Utilities

Go to: http://www.handspring.com/developers/sw_dev.jhtml

*  Download DebugPrefs. This is a useful utility that enables you to easily enter debug and console modes
on a Handspring handheld either through the serial or USB ports. It also includes features that help trap
Fatal Exception errors.

*  Download Palm-Debugger. This is an updated debugger that works with Windows 2000.

3.1.5 General Documentation

Handspring's Development Guides contain detailed hardware and software documentation on the different
Handspring products including the Springboard Expansion Slot. The manuals can be found on our web site at:

http://www.handspring.com/developers/documentation.jhtml

Developing software for Handspring handhelds is the same as developing for other Palm OS-based systems. The
Palm web site (http://www.palmos.com/dev/support/docs/) contains a lot of information covering standard Palm
OS development. Some specific reading includes:

*  Palm OS SDK Reference
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*  Palm OS Programmer's Companion
»  Development Tools Guide

* Recommendations on third-party books.

This site also contains specific documentation regarding Palm OS releases that may be helpful. These are very
important to follow to maintain compatibility across difference devices.
»  Making Your Application Run on Different Devices discusses writing software that works across Palm OS

releases. This section is located in the Good Design Practices chapter in the Palm OS Programmer's
Companion.

Compatibility Guide covers differences between various Palm OS releases. Handspring Visor is based on
Palm OS 3.1. This section is located in the Palm OS SDK Reference.
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3.2 Second Step: Install and Configure

321

Installation

Install the development tools that you downloaded.

Install the Handspring header file.

Create a project directory and copy the sample Tex2Hex project there. After you have installed the tools,
you will find an area for sample projects in a directory named / Pal mDev/ Sanpl es

Configuration

The installation process creates all the necessary mount points, paths, and other configuration details;
however, to review how your system is setup, the details of the installation are covered in the next chapter
(Handspring Palm OS GNU Tools, Manual Installation chapter).

Set your build options. These are standard GNU GCC options. In the SDKs directory, there is a
subdirectory called Bui | dOpt i ons\ Bui | d. Using the Cygwin shell, run the makefile in this directory
with the appropriate options.

>make <option>

optsDev - set std development options (affects all makefiles)
optsTest - set std test options (affects all makefiles)
optsRel - set std release options (affects all makefiles)

Configuring your tools to work with Microsoft Developer Studio is covered in the next chapter.
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3.3 Third Step: Software Development

Here are some tips that should make development in the Handspring environment easier.

Handspring extensions are defined in HsExt.h and are documented in the Springboard Development
Guide.

Review Handspring Coding Standards. All sample code from Handspring will follow these conventions.
C source files are created and edited in the / Sr ¢ directory of your project.

Resource files that describe Palm OS resources -- like bitmaps and forms -- are created and edited in the
/ Rsc directory of your project. The resources are compiled by Palm-RC (as described later in this
guide). The resource types are described in Palm OS SDK documentation. In particular the Palm OS
Companion Guide covers different Palm OS resource types.

The project makefile is created and edited in the / Bui | d directory. The compiler, linker, Palm-RC, and
other tools (as appropriate) are called from this makefile. BASH scripting and make commands can be
found later in this guide. As appropriate, Palm-MakeROM is called here to create a ROM image. An
example of this can be found in the Di agRef Modul e sample project.
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3.4 Fourth Step: Program and ROM Build

34.1

343

Build Process

Enter the Bash shell and execute the makefile in your sample project’s / Bui | d directory.

Intermediate files are stored in the / Obj directory and are kept or deleted depending on your
BuildOptions setting.

Symbol files for debugging are generated in the / Qbj directory.

The executable .prc file is copied from the / Cbj directory to the / pr c-t ool s/ bi n/ Devi ce directory.

Generate a ROM Image

A sample of this process is in the DiagRefModule sample project. The Palm-MakeROM utility is called
from the project makefile in the / Bui | d directory.

Palm-MakeROM takes parameters specified in the makefile such as ROM access time and .pr files to
include, and generates a .bin file. This .bin file can be programmed onto a Flash module ROM (like the
Handspring 8MB Flash Module) through either the Palm-Debugger, or an end-user oriented utility
called CardUpdaterMaker. The Palm-MakeROM reference is included in this guide.

Creating Flash ROM Updates for Customers

Customers need a way to upgrade developer’s modules in the field. To meet this requirement,
Handspring has created an SDK called CardUpdaterMaker. This can be found on our website at:

http://www.handspring.com/developers/sw_dev.jhtml

The CardUpdaterMaker SDK is designed to call your project makefile to build the latest version of your
pres.

The .bin file created by your project makefile is then used and incorporated into an Updater .prc that
CardUpdaterMaker builds.

"The final Updater .prc is placed in the / pr c- t ool s/ bi n/ Devi ce directory.

Customers can use this program to easily update the Flash ROM built into your module.
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3.5 Fifth Step: Debugging

351

35.2

Debugging on a Handheld

Once the . pr ¢ is made, it can be copied to the handheld through the Install Tool and Hotsync, or via
the Palm-Debugger.

On the handheld, the DebugPrefs utility can be used to force Console and Debug modes to use either the
serial or USB port. This will aid in debugging your application.

References to the full Palm-Debugger application can be found later in this guide.

Debugging on the Emulator (POSE)

POSE can be used to speed up the debugging process. Once the .prc is made, you can drag-and-drop it onto the
Palm OS Emulator (POSE). Note that ROM images are not included with POSE. There are several ways to
obtain the appropriate ROM files for the POSE that will emulate Handspring hardware. These methods are
referenced on Handspring’s website:

http://www.handspring.com/developers/tech pose.jhtml

Full documentation on the POSE can be found on the Palm website.
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4 Handspring Palm OS GNU Tools

4.1 About the Handspring Palm OS GNU Tools

The Handspring Palm OS GNU (HPG) tools is a complete set of development tools for creating and debugging
applications for Handspring Palm OS devices. As the name implies, these tools are based on the Free Software
Foundation's GNU tools. The HPG tools include a C compiler, a resource compiler and ..prc builder and a
source-level debugger for debugging applications, extensions, or libraries.

The source code for the GNU tools is freely available on the Internet under terms of the GNU General Public
License, as are all derivatives based on the GNU source code, including the HPG tools.

The GNU source code has been ported to many different platforms and operating systems and, in general, the
HPG tools can be easily ported to any platform as well. Internally, though, these tools are only tested and used
extensively on Windows N'T/2000 and Windows 98 on x86 PCs, so your “mileage may vary” if you use them on a
different platform or OS.

The HPG tools were originally developed starting from the pre-tools-0.5.0 distribution provided by Jeff Dionne.
Since then, they have been upgraded to use the prc-tools 2.0 toolset maintained by Palm, Inc. Handspring’s
approach is to build and run the HPG tools using Cygnus's cygwin32 running on Windows N'T/2000 and
Windows 98. Cygnus provides a set of GNU executables, including a Bash shell, make, sed, etc., that run on top
of Windows and use the Windows file system. This solution is ideal because it provides all the power and
flexibility of a Unix-like environment -- including powerful make and scripting abilities -- as well as access to
traditional Windows applications all on one machine.

In addition to the traditional GNU command line tools, the HPG toolset also provides a Windows version of the
Palm OS Debugger. This application provides multiple windows for debugging a Palm OS device, and features:

* A window for assembly-level debugging.

* A window for shell-like functions (such as getting a directory listing of databases on the Palm OS device,
and getting heap dumps).

* A window for source-level debugging.
* A simple scripting environment.
*  Source-level debugging support (reads symbol files generated by the Palm OS gcc compiler.)

The PalmDebugger application can "talk" to a real Palm OS device over a serial port or USB. It can also talk to a
virtual Palm OS device running as the Palm OS Emulator Windows application over TCP/IP. There is a
Communications menu in PalmDebugger that allows you to select a way to talk to the Palm OS device.
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4.2

Installation

To install the tools, simply run the supplied installer. This will install the Cygwin tools (if necessary) and the
Handspring tools. If the installer detects that the Cygwin tools are not already installed on your system, it will
enable that checkbox by default.

421

Manual Installation Of Tools

If you're curious, the following instructions describe how to copy the files and make the necessary batch file and
registry file changes manually. All of the following are performed automatically if you run the installer
application:

1.

2.

Install the Beta20 release of the Cygwin tools.

After installing the Cygwin tools, you will need to define the Unix paths to each of your hard drive
partitions, and you'll need to define the Unix path /pre-tools to point to the directory that will point to
your pre-tools directory. This information is saved in the registry by the " nount " command, so it must
be done only once. To create the paths, launch the Cygwin Bash shell from the Start menu and enter the
following at the command prompt, modifying appropriately for your particular setup:

mount C. / # This makes C. your root drive
mount D /d # |f you have a D: drive...
mount E: /e # I f you have an E drive...
mount F: /f # If you have an F: drive...
nmount E:\\prc-tools /prc-tools

# |f your prc-tools directory wll
# be at E:\prc-tools

If you make a mistake with the mount command, use the " unount " command to unmount a path. For
example:

nmount F: /usr/| ocal

unmount /usr/ I ocal

nmount E: /usr/| ocal
If you make a mistake when mapping the root drive, do the unpunt and the nount in one line, using a
semi-colon:

mount D:. /

umount /; mount C. /
Note that if you include a backslash in the DOS path of your mbunt command, you need to use two
backslashes (e.g., ' mount C:\\bin /bin").

Next, follow the instructions below for your particular operating system to ensure that the Cygwin tool
executables and the .pre-tools executables are in your PATH setting:

Windows NT/2000:

In Windows N'T and Windows 2000, go to the Properties panel of the System control panel applet and
make sure the path to the pre-tools\bin directory is included in your path variable and make sure the path
to the Cygwin tools is included as well. Here's an example:

PATH=E: \ prc-t ool s\ bi n; C.\ cygnus\ CYGW N~1\ H- | 586~1\ bi n; %0LDPATHY

Note that you can use the syntax %WARNAVEY%when defining the value of an environment variable in the
Properties panel. In the above example, the previous path setting was copied into a variable named
OLDPATH, and the PATH variable was defined in terms of %0LDPATH%
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You also need to define a few environment variables in order to be able to use the Visual Studio IDE to
create a browser database and browse through Palm OS project source files:

PRCTOOLSDI R=E: \ prc-tool s

PALMDEVDI R=E: \ pr c-t ool s\ Pal mDev

PALMOSI NC=%ALMDEVDI R% sdk- 3. 5\i ncl ude
HSI NCDI R=E: \ pr c-t ool s\ Pal mDev\i ncl ude\ Handspri ng

Optionally, you can also add a HOME variable which will be used by the Bash shell when you type in cd
without any arguments or when you use the ~ character in the Bash shell as a shortcut to your home
directory. This variable must be defined as a Unix-style path. For example:

HOVE=/ e/ pr oj ect s
In Bash, to go to this directory type:
> CD ~

Windows 95/98:

In Windows 95/98, edit your C:\Autoexec.bat file to ensure that the path to the pre-tools\bin directory is
included in your path variable. Make sure the path to the Cygwin tools is included as well.

You also need to define a few environment variables in order to be able to use the Visual Studio IDE to
create a browser database and browse through Palm OS projects.

Optionally, you can add a HOME variable, which will be used by the Bash shell when you type in cd
without any arguments, or when you use the ~ character in the Bash shell as a shortcut to your home
directory. This variable must be defined as a Unix-style path. For example:

HOVE=/ e/ pr oj ect s
In Bash, to go to this directory type:
> CD ~

You should also make a call to the Visual Studio batch file that sets up environment variables for
command line Visual Studio tools as well.

Here is a sample autoexec.bat file. This assumes that you have copied the VCVars32.bat file from the
Visual Studio directory to the root directory of your C: drive.

SET PATH=c:\ CYGNUS\ CYGW N~1\ H | 586~1\ BI N; %°ATHY%

SET PATH=E: \ pr c-t ool s\ bi n; %PATH%

SET HOVE=/ e/ pr oj ect s

SET PRCTOOLSDI R=E: \ prc-tools

SET PALMDEVDI R=E: \ pr c-t ool s\ Pal nDev

SET PALMOSI NC=%ALNMDEVDI R% sdk- 3. 5\i ncl ude

SET HSI NCDI R=E: \ pr c-t ool s\ Pal mDev\i ncl ude\ Handspri ng

CALL VCvars32. bat

Finally, you will need to add the following line to your C:\Config.sys file. This is necessary in order to
launch a build using the GNU tools directly from the Visual Studio IDE, because the default variable
environment space in the Windows 95/98 DOS shell is too small:

SHELL=C: \ COVWAND. COM / p / e: 4096

Copy the entire pre-tools directory to your hard drive to the location you chose in step 2. In this
example, the pre-tools directory is copied to the root level of the E: drive.
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422

Alternately, if you would rather re-build all of the HPG tools from the sources, launch the Cygwin Bash
shell from the Start menu, and build the Palm tools using the following commands, adjust the cd
command argument to where you installed the sources. This makefile for the tools will always create the
directory /pre-tools and place the built set of tools into that directory.

cd /elprojects/tools/build
make

Make a shortcut to the Palm-Bash.bat file found in the /pre-tools/bin directory and save it to your desktop
(or some other convenient place). This shortcut opens up a DOS window and runs the Bash shell in it.
This window should be used to execute any of the command line tools (e.g., make, m68k-palmos-gcc)
because it sets up all additional required environment variables correctly for you (besides the static ones
you already setup in step 3).

In order to be able to launch the GNU make tool directly from Visual Studio, you will also need to add
the paths to the Cygwin and .pre-tools executables to Visual Studio's preferences. To do this:

a. Launch Visual Studio and select Tools > Options.
b. Select the Directories tab
c. Select Executable files from the Show directory’s for: pop up list.

d. Add the following directories to the list (note that this line may be slightly different on different
systems):

»  C:\Cygnus\B19\H-i386-cygwin32\bin
= E:N\pre-tools\bin

Using the Function Pop-up Developer Studio add-in

A Microsoft Developer Studio add-in is also provided with the HPG tools. This provides a convenient "function
pop-up" window that is very useful during editing in order to go to a particular function in a source file. Unlike
the built-in browser functionality that provides a similar capability, the function pop-up works before the code is
compiled, and can display functions either in alphabetical order (if the [Shift] key is held down) or the order in
which they appear in the source file.

To configure Developer Studio to use the function pop-up, do the following:

1.

2.

Choose the Add-ins and Macro Files tab from the Tools > Customize menu item dialog.

Click the Browse button and select the FunctionPopUp.dll file from the pre-tools\bin directory into which
the installer installed the tools. You will need to change the Files of type option to Add-ins (.dll) in
order to browse for DLL files.

"This creates a toolbar icon on your screen that will activate the function pop-up for the top-most editor
window. If you would also like to set up a keyboard shortcut for this command, do the following:

a. Switch to the Keyboard tab of the same dialog

b. Change the Category to Add-ins and select FunctionPopUpCommand from the
Commands field.

c. Put the cursor in the Press new shortcut key field, click Ctrl+, then click the Assign
button.
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d. Put the cursor into the Press new shortcut key field, click Ctrl+Shift+; then press the
Assign button.

Because the function pop-up displays functions in alphabetical order when the shift key is held down,
these assignments will cause Ctrl+ to bring up the function pop-up in file order and Ctrl+Shift+ to bring
it up in alphabetical order.
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4.3 Overview of Available Tools

43.1 Palm-Specific tools
Used for generic Palm OS programming on the Handspring and Palm product lines.

Palm-Debugger: Assembly- and source-level debugger and console window for debugging an actual Palm OS
device over the serial or USB port, or through TCP/IP to the Palm OS Emulator.

Palm-OSEmulator: Emulates a Palm OS device as an application on the desktop. This is a desktop (Windows,
Macintosh, and Linux) application that emulates a Palm OS device.

Palm-MakeROM: Creates a ROM file image from a set of .prc files. Can also be used to print information on an
existing ROM image, break down an existing ROM image into a set of .prc files, or patch an existing ROM image
by adding ROM tokens.

Palm-RC: Utility for creating a .pre file by combining data from one or more of the following: text resource
description files, .7s7c binary resource files created by Metrowerks Constructor or ResEdit, or linked object code
output from the m68k-palmos-gec compiler/linker. This utility can also convert most of the resources in an
existing .prc file back into text resource description files.

Palm-PreDump: Utility for dumping the contents of a .pre file in hex for examination and debugging purposes.

Palm-Pretty: Utility for re-formatting source code to conform to the Handspring coding conventions. This is a
Bash script file that passes the appropriate command line options to the GNU indent program. Type Pal m
Pretty by itself on the command line for usage information.

Palm-RunGnu.bat: Batch file that can be called from the Visual Studio IDE or from a DOS prompt to run a
command line GNU tool (such as "make") with all appropriate environment variables set up correctly for the
Palm-GNU tools.

Palm-Bash.bat: Batch file that will launch the GNU Bash shell for interactive use with all the correct environment
variables set up for using the Palm-GNU tools. The batch file uses Paln-RunGnu to launch the Bash shell in
interactive mode.

Note: Most of the tools have built-in help available when they are invoked with the '--help’ command-line option.

4.3.2 General Purpose GNU tools

These tools are documented in the GNU References, later in this guide.

bash - GNU command line shell with scripting support, filename expansion, etc.
make - GNU make utility.

indent - GNU program for reformatting source code.

4.3.3 GNU tools for Palm OS development

These tools are documented in the GNU References, later in this guide.

mo68k-palmos-gee: C compiler, assembler, and linker.
mo68k-palmos-gdb: Command line-based source-level debugger.

mo68k-palmos-objdump: Object code dumper and disassembler. Can also be used to dump symbol information
contained in object files or final executables.
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4.4 Pitfalls to Avoid!

441 make

There is a bug in the VPATH treatment of make when running in Windows 98 (and likely 95 as well). When
using VPATH, make is case-sensitive, whereas normally under Windows it is not. If you've checked out the
sources to the GNU tools (binutils, for example) under Windows N'T and then switch to Windows 95, the names

of the files that fit in 8.3 will appear as all uppercase in a directory listing and won't be recognized by make when
it uses VPATH.

In order to run Bash in Windows95/98, you need to increase the size of the environment space to 4096 bytes.
Otherwise, you will getan out of environment space error. You can do this from the Properties panel for
the cygwin shortcut or by launching command.com with the /e:4096 command line option.

442 m68k-palmos-gcc
When compiling large applications (>32K of code), you may see the following error message:

Tex2Hex.s: Assenbl er nessages:

Tex2Hex.s:84: Error: Signed .word overflow, switch nay be too |arge;

42146 at 0x50ca
This is usually the result of the compiler attempting to reference a pre-initialized global variable. To determine
the "real” line that is causing the problem, pass the - save- t enps option to the compiler and look at the output
.5 file that is generated.

"This problem is due to the compiler using intermediate 16-bit numbers to represent pre-initialized global variable
references in the code. These 16-bit offsets start at higher numbers based on the amount of code you have.
Unfortunately, there doesn't seem to be any workaround for this except for not using pre-initialized globals in the
first place. You can either declare them uninitialized and then initialize them manually in at the start of

Pi | ot Mai n(), or if they are never changed, put the const keyword in front of them so that they end up in the
code segment.

4.5 Using the Tools

This section provides an overview of how to use the HPG tools for developing and debugging a Palm OS
application. The HPG tools can be used to compile and build Palm OS applications either directly from the
command line or from an Integrated Development Environment (IDE) such as Microsoft's Visual Studio. The
following examples illustrate how to use the tools with Visual Studio.

Besides the obvious benefits of collecting all your source files into a single project window, the IDE also provides
source code browsing support. With the appropriate Visual Studio project file, you can use the IDE's built-in
browser functionality for locating function prototypes, type and macro definitions, and function implementations
for your application. You can also run the makefile for your application directly from the IDE and view the output
from the make utility in the IDE's output window.

The general steps for creating, building, and debugging a Palm OS application are as follows:

1. Create a makefile and Visual Studio project for your application. This is typically done by copying a pre-
existing project, such as the Tex2Hex sample.

2. Create .h and .c source files for your application code.
3. Create a Palm-RC .7cp text file describing the resources in your application.

4. Build your application using the Build menu in the IDE. This does two things: it fires oft the GNU make
utility which runs through your makefile to build your Palm OS application. It also compiles all the
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sources using the Visual Studio compiler in order to generate a browser database. The x86 object code
output from this compiler is not used, of course.

If you haven't launched the console support on the Palm OS device yet, do so now by entering
Shortcut - . - 2 using Graffiti (that's the shortcut stroke, followed by two taps to generate a
period, followed by the number 2).

Use the PalmDebugger application to load your application onto the device and debug it. PalmDebugger
provides both assembly and source-level debugging (using a symbol table generated by the m68k-palmos-
gce compiler) as well as a "console" shell window.

Switch back to the Visual Studio IDE, edit your source code as needed, then repeat from step 4.
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5 GNU References

The GNU Toolkit upon which the Handspring Palm OS GNU Tools are based, is well documented. Here are
links to the full documentation for reference purposes.

Main GNU Web Page:
http://www.gnu.org

GNU Miscellaneous Documentation:
http://www.gnu.org/doc/doc.html

GNU Manuals Online:

http://www.gnu.org/manual/manual.html
GNU Docs in Japanese:

http://www.gnu.org/software/gnujdoc/gnujdoc.html

Make Overview:

http://www.gnu.org/software/make/make.html

GNU Make Manual:

http://www.gnu.org/manual/make-3.79.1/html mono/make.html
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6 Palm-MakeROM Qverview

6.1 Description

Of all the utilities in the Handspring GNU Tools package, Palm-MakeROM is one of the most important and
most used tools for Springboard Module development. This tool is responsible for generating the ROM image
file that will be flashed onto the Module’s Flash memory. The utility will take in standard Palm OS .prc files and
assemble them into the appropriate format for the .bin file. The .bin file will be in Motorola (big-endian) byte
order. The utility will also set the appropriate header information for the ROM module (as specified on the
command line). In addition to generating the Flash ROM image files, the utility can also be used to print info on
an existing ROM image, break down an existing ROM image into a set of pre files, or patch an existing ROM
image by adding ROM tokens.

6.2 Usage Summary

Pal m MakeROM - - hel p
Pal m MakeROM <l ots "o options..see bel ow>

General Options

-h, --help Print this help message.

-0 <outFile> Specify the filename, outfil e, for the .bin file.

-noSpaces Replace spaces by underscores ( _) in .prefilenames when doing —op
br eak.

- noFor ceReadOnl y Do not force each pre to be marked as read-only. By default Palm-

MakeROM will set each pre as read-only. Using this option will not
force each prc in the ROM image to be marked as read-only.

- copyPrevention Force the copy prevention (beam prevent) bit to be set in the pre
files in the ROM image.
-autoSi ze Automatically size the ROM image to fit the size of all the input

files. The —r onBl ock option will be an optional maximum size
parameter. When using this option, the —chRoniTokens parameter
is not needed. Use of this flag is recommended.

Modes of Operation (only 1 can be specified)

-op info Print info on the specified ROM image.

<r omNane>

-op patch Used when patching a previously created ROM image. This will

<romhame> specify the file to patch. NOTE: When patching ROM images,
this must be the first option on the command line.

-op join Join Small and Big ROM image files into a single ROM image.

<smal | ROW>

<bi gROW>

<bi gROMX f set >

-op split Split r onNane into a Small and Big ROM image files with names of

<r onhame> outFilel.bin and outFile2.bin

<bi gROMX f set > ’ o

-Op create Used to create a new ROM image. The pre files used for this ROM

image are specified with the -t onDB and —r onBoot DB options.
The output ROM image file name is specified with the —o option.

-op break Extract the pre files from a given ROM image. The resulting pre files
<romame> will be written into the current working directory.
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Card Header Parameters

-base <start>

Base address of card specified in hexadecimal (example:
0x10000000).

- hdr
<cardHdr O f set >

Offset from the base of the module memory to the module header.
This must be 0x08000000 for all Handspring removable modules.
This offset is added to the module’s logical base address in Palm OS
of 0x20000000. With this setup, the logical address of the module’s
ROM image is at 0x28000000.

- chRomTokens
<of fset > <si ze>

This option is not required if the —aut 0Si ze option is used. The
offset and size of the ROM token area on the module. This area is
used to store data specified in the -t 0k St r parameter. The offset
should be set to the end of the ROM minus space for the tokens
themselves. In the above example, the ROM offset is at 0x08000000
and its size is 0x10000 (64K), so the ROM tokens are put at
0x08000FF00 with a size of 0x100.

- chBi gRon f set
<of f set >

Offset to Big ROM from card base (example: 0x00C08000).

-chNanme <nanme>

The ASCII card name of the module as registered with Handspring
Developer’s web site. Must be in quotes and can be up to 31
characters in length. (example: "Handspri ngCar d").

-chManuf <nane>

The ASCII manufacturer name as registered with Handspring
Developer’s web site. Must be in quotes and can be up to 31
characters in length (example: “Handspri ng, | nc.”).

-chVersi on The 16-bit version number of the module. The developer

<version> determines the version number to be used in this parameter. A
typical use is to store the major version in the high byte and the
minor version in the low byte.

-chSt ack

<i nit Stack>

Initial stack pointer (example: 0x00003000).

- chChecksum Number of bytes to use for checksum calculation specified in
[ <bytes>] hexadecimal. If no parameter is specified, use the entire ROM image
for the checksum calculation (example: 0x00001000).
-chReset 0 Reset vector should point to alias of card header at 0x00000000.
-chZCrDate Set the creation date to 0.
Note: Used for testing purposes.
ROM Store Options

-ronmNane <nane>

Name of the ROM store on the module. This parameter is for
descriptive purposes only. Must be in quotes and can be up to 31
characters in length (example: "ROM St or e").

- ronBoot DB
<fil enanme>

Name of boot code prr file

(boot=10000 becomes reset vector)
(boot=10001 becomes initCodeOffsetl)
(boot=10002 becomes initCodeOffset2).
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-ronHal DB
<fil enane>

Name of HAL pr file

(boot=10000 becomes reset vector) and -romBootDB's reset vector
gets moved into i ni t St ack field of card header.

-ronPal nHal DB
<fil enane>

Replaces -r onHal DB option for Palm OS 3.5
(boot=19000 becomes hal Di spat ch in CardHeader).

-ronDB
<fil eNane>

Name of pre file to put in ROM store. Must be in quotes (example:
“MyApp.prc”).

-ronBl ock
<of f set > <si ze>

The offset and size of the ROM area on the module relative to the
module base address. The offset must be 0x08000000 for all
Handspring modules. The size is the total size of the formatted
ROM area used by the Palm-MakeROM tool, which can be less than
or equal to the size of the ROM chip itself. This option is not
required if the —aut 0Si ze option is used.

RAM Store Options

-ranBl ock <of fset>
<size> ...

Offset and size of RAM block on the card specified in hexadecimal
(example: 0x0 0x0).

ROM Token Options

-tokStr <type>
<str>

The ID and value of a ROM token to be placed in the ROM token
area specified by the -chRonrokens option. This option can be
repeated for every ROM token that needs to be included. The ID
must be a string of four characters. The value can be any number of
characters long.

All Handspring removable modules should contain an ' HSAT' token
with a value specifying the required access time of the chip selects in
nanoseconds. For modules without this value, the chip select access
time will be set to the slowest possible value allowed by the base unit
hardware.

For example, -t okStr HsAT 200, will set the access time to 200
ns.

Optionally, you can also include an ' HSWR' ROM token. The
presence of this token (the value is ignored) tells the system to launch
the module welcome application on the module if the module is
inserted during a soft or hard reset. Normally, the module welcome
application is not launched after a reset.

(example: -t okStr HsWR 1.

-t okHex <type>
<str>

Include hex data as inline token.

(example: -tokHex "snuni "FFAABBCC")

-tokBi n <type>
<fil enane>

Include binary file as pointer token.

-tokPrc <type>
<fil ename> <resType
<resl D>

Include resource from pre file as pointer token.

6.2.1 Examples

A developer at Handspring, Inc. would like to place a new application on a 8MB Flash Module for testing
purposes. The application consists of a single game application along with a module Welcome application that
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will be used as a splash screen when the module is inserted. The developer has registered the module and
company name with Handspring, and all the applications have been built with the appropriate creator and type
codes. T'o make ROM size calculations easier, the developer will use the —aut 0Si ze option. The access time to
the module memory is 200 ns and will be specified with the HSAT token.

NOTE: The command line options have been split into multiple lines for easier reading. When using the
application, all the options must be on a single line.

> Pal m MakeROM - op create
-hdr 0x08000000
-chNanme "PatricksGanes"
- chManuf "Handspri ng,
-chVersi on 0x0100
-romNane " ROM St ore”

Inc."

-aut oSi ze

-tokStr HsAT 200
-ronDB "Wl coneApp. prc”
-ronDB " Gungnir. prc”

-0 GamesROM bin

After running the program, the output file GamesROM.bin will be in the current working directory. The
developer can then use this ROM image to flash a module for testing. As more applications are added to the
ROM module, the developer simply adds more —r onDB arguments to the command-line options.

Another developer has received a ROM image from someone and would like to view the contents of this ROM
image. Use the following options to inspect an existing ROM image.

> Pal m MakeROM - op i nfo FansomeROM bi n

General |nfo:
car dBase 0x10000000
cardHdr O f set 0x08000000
ronmBl ockOF f set 0x08000000
ronBl ockSi ze 0x00100000
Car dHeader | nfo:
initStack 0x00003000
reset Vect or 0x00000000
hdr Ver si on 4
flags 0x0020
name Bi gRedMbdul e
manuf Handspring, I|nc.
versi on 0x0100
creationDate 0xB60350A7
nunRAMBI ocks 0
bl ockLi st Of f set 0x08000200
readwWiteParnmsCOf f set: 0x00000000
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readWiteParnsSi ze 0x00000000
readOnl yPar msCf f set 0x0800f f 00
bi gROMX f set 0x00c08000
checksunByt es 0x00001000
checksunval ue 0x9541
ROVSt ore | nfo:
versi on 1
fl ags 0x0000
name ROM St or e
creationDate 0x00000000
backupDat e 0x00000000
heapLi st O f set 0x08000208
heap 0 offset 0x08000212
initCodeCffsetl 0x00000000
i nit CodeCf f set 2 0x00000000
dat abaseDir I D 0x080FFEEE

ROM Token i nf o:
token 0 HsAT, 3 bytes
Command |ine options to build:
- base 0x10000000
- hdr 0x08000000
-chNanme " Bi gRedMbdul e"
-chManuf " Handspring, Inc."
-chVersi on 0x0100
-chStack 0x00003000
- chRonTokens 0x0800FFO00 0x000F0100
-romNane "ROM St ore”
-ronBl ock 0x08000000 0x00100000
-ranmBl ock 0x00000000 0x00000000
-ronDB " Car dWl cone. prc”
-ronDB " FooBar App. prc"

Yet another developer has received a ROM image, and for debugging purposes needs to extract all the prc files
from this ROM image.

> Pal m MakeROM —op break FunnyROM bi n
Witing out database: "CardSetupApp.prc"...
Witing out database: "CardWl cone.prc"”...

Witing out database: "Jokes.prc"...
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The current working directory will contain the pre files listed above.
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6.3 Palm-RC

6.3.1 Description

Palm-RC is a resource compiler for PalmOS applications. The full manual for this utility is in the appendix of this
manual. The main difference between the Palm-RC for Handspring devices and the previous versions of Palm-
RC is 16-bit color support for Visor Prism. For more information on these items and other options for Palm-RC,
please consult Chapter 7, PalmRC User Manual.

6.4 HsSplit

6.4.1  Description

Splits the source file into a number of files of chunkSize bytes. The last output file may be smaller than chunkSize.
The output filenames begin with the source file name, and are followed by ".nnnn", where nnnn is a four digit
decimal number in the range 0000 - 9999. The source file is preserved.

6.4.2 Usage Summary

HsSplit --help
HsSplit -src <path> -chunkSize <# of bytes> -outDir <path> [-cl obber]

Command Line Parameter Usage
--help Display the usage screen
-src <path> Source file
-chunkSi ze <# of bytes> Size of each output file in bytes
-outDir <pat h> Directory for the output files
- cl obber If this option is specified, overwrite the existing files.
Otherwise do not overwrite.

6.4.3 Examples
A user wants to split the file, Handspring.bin of size 570,418 bytes into 10,000 byte sized files. The output file
should be in the current directory.

> HsSplit -src Handspring. bin —chunkSi ze 10000 —outDir
Executing "hssplit -src Handspring.bin -chunkSize 10000 -outDir . ".
hssplit conpleted successfully: 58 files created (total size is 570418 bytes)

Resulting files range from Handspring.bin.0000 to Handspring.bin.0057 each of size 10,000 bytes except for
Handspring.bin.005°7, which is 418 bytes.

6.5 Palm-PrcDump

6.5.1 Description

A utility that dumps the contents of a Palm OS pre file to the screen. This utility displays the header information
in an easy-to-read format and all the resource data in hex and ASCII values. This utility is useful for checking if
various header information was compiled incorrectly, such as: name, type, creator, version, or attributes. If you
are truly adventurous, you can use the hex data of the various resources to aid in debugging.

6.5.2  Usage Summary

Pal m PrcDunp --help
Pal m PrcDunp [-Xx] [-noData] <prcfile>
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Command Line Parameter Usage
--help Display the usage screen
<prcfil e> The Palm OS prc file to dump
- X Print the raw data in hex without any special formatting
-noDat a Do not print the resource/record data. Useful for getting a quick
summary of the prc file without looking at the data.

6.5.3 Examples

A user needs to inspect the Tex2Hex application to verify that the creator code and the name were set properly
during compile time. The user does not care about the actual data in the resource.

> Pal m PrcDunp -noData Tex2HexApp. prc

[Nane = "Text to Hex']
Attributes = 0x0001
resour ceDB :on
readOnl y . off
appl nfobDirty : off
backup . off
okTol nst al | Newer . off
reset Afterlnstall . off
open . off
version =1
creationDate = 0xB5BEFC22
nodi fi cati onDat e = OxB5BEFC22
| ast BackupDat e = 0x00000000
nodi fi cati onNunber =0
appl nf ol D = 0x00000000
sortlnfol D = 0x00000000
type = appl
[creator = TxHX]
uni quel DSeed = 0x00000000

recordLi st. next RecordLi st = 0x00000000
recordLi st. numRecords = 13
recordList.entries:

entry 0: 'code' #0 offset: 0x000000D2

0000004E: 636F6465 00000000 00D2 code. .. ...
entry 1: 'data' #0 of fset: OxO00000EA

00000058: 64617461 00000000 OOEA data......
entry 2: 'pref' #0 offset: 0x00000126

00000062: 70726566 00000000 0126 pref..... &
entry 3: 'rloc' #0 of fset: 0x00000130

0000006C: 726C6F63 00000000 0130 rloc..... 0
entry 4: 'code' #1 offset:0x00000132

00000076: 636F6465 00010000 0132 code. . ... 2
entry 5: '"tFRM #1000 of fset: 0x000007E2

00000080: 7446524D 03E80000 07E2 tFRM ... ..
entry 6: 'tver' #1 offset:0x000008D2

0000008A: 74766572 00010000 08D2 tver......
entry 7: 'tAI B #1000 of fset: 0x000008D6

00000094: 74414942 03E80000 08D6 tAIB..... T
entry 8: 'Tbnp' #1000 of fset: 0x00000933

0000009E: 54626D70 03E80000 0933 Tbrp. . ... 3
entry 9: 'Tbnp' #1001 offset: 0x000009F6

000000A8: 54626D70 03E90000 09F6 Tbhrmp. ... ..
entry 10: ' MBAR #1000 of f set: 0x00000B15

000000B2: 4D424152 03E80000 0B15 MBAR. .. ...
entry 11: 'Talt' #1000 of f set: 0x00000BCO

000000BC: 54616C74 03E80000 0BCO Talt..... L

entry 12: 'Talt' #1001 of f set: OXxO0000BFE
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000000C6: 54616C74 03E90000 OBFE Talt..... |
Resource: 'code' #0, 24 (0x18) bytes

Resource: 'data' #0, 60 (0x3C) bytes

Resource: 'pref' #0, 10 (O0xA) bytes

Resource: 'rloc' #0, 2 (0x2) bytes

Resource: 'code' #1, 1712 (0x6B0) bytes

Resource: 'tFRM #1000, 240 (OxFQO) bytes

Resource: 'tver' #1, 4 (0x4) bytes
Resource: 'tAI B #1000, 93 (0x5D) bytes
Resource: ' Thbnmp' #1000, 195 (0xC3) bytes
Resource: ' Thnp' #1001, 287 (O0x11F) bytes
Resource: 'MBAR #1000, 171 (OxAB) bytes

Resource: 'Talt' #1000, 62 (Ox3E) bytes

Resource: 'Talt' #1001, 48 (0x30) bytes

Notice that the name and creator (boxed items in above output) are set to ‘Text to Hex’and TxHx, respectively.
Notice that all the resources in the pre file were listed as well. If the -noDat a option were removed, you would
see the hex data associated for each resource.
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6.6 ToDos, ToMac, ToWin, ToUnix

6.6.1  Description

Ultility to convert text files from one format to another. The source and destination formats it supports are DOS
(ToDos), Unix (ToUnix), and Macintosh (ToMac).

6.6.2  Usage Summary

Text file newline conversion utility
Usage: ToXXX [--help] <file>. ..

Command Line Parameter Usage
--help Display the usage screen
<file> File to convert. Program uses the same file as the output.

6.6.3  Examples

A user needs to convert the file, bleb.txt to Unix format.

> ToUni x. exe bl eh. t xt

Converting bleh.txt...

bleb.txr is now a Unix-formatted file, with the proper linefeed and carriage returns.
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7 PalmRC User Manual

Palm-RC is based on PilRC written by Wes Cherry (wesc@ricochet.net)

7.1 Description

Paim-RC | A resource compiler/de-compiler and .prc builder for the Palm Pilot

7.2 Table of Contents

Usage

RCP file format

Resource Language Reference

International Support

Known Bugs

7.3 Usage

Pal m RC [ <options>...]

Input file options:

-rcp <infile>

Input .RCP text file of resource descriptions (Use '-' for stdin).

-rsrc <infil e>

Input Macintosh format resource file as generated by Metrowerks'
Constructor or Apple's ResEdit.

-gccApp <infile>

Input application built with the Palm-gcc compiler/linker. This
will create code 0, code 1, data 0, rloc 0, and pref 0 resources from
the output of the Palm-gcc linker.

-gccCode <infile>
<resType> <resl| D>

Input file built with the Palm-gcc compiler/linker as PalmOS code
resource: <r esType>=<r esl| D>. Will also insure that <i nfi | e>
was not built to use any globals.

-gccCodeG <infile>
<resType> <resl| D>

Input file built with the Palm-gcc compiler/linker as PalmOS code
resource: <r esType>=<r es| D>. Unlike -gccCode, this option
allows the code to use globals. This option is used to build "poor-
man's" multi-segmented apps and only works if all code segments
in the app are built with the same set of globals.
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-prc <infile>

Input existing .prc file. Usually used in combination with the -
patch option (to patch object code) or the -0Rcp option (to dump
out existing .prc resources in .7¢p text format).

-1 <l anguage>

Compile resources for a specific language.

-1 <pat h>

Search path for bitmap and include files. More than one -I <path>
option may be given. The current directory is always searched.

-F <encodi ng>

Compile resources for a specific font encoding. <encoding> can be:
Jp (Shift-JIS), B5 (Big-5), Hb (Hebrew), Ge, Sp, It, or Fr.

- maxBnpDept h <dept h>

Don't include any bitmaps greater than the given depth (1, 2, 4, 8,
16, 24, 32 allowed).

Modification options:

- pat ch
<resType>
<resl| D>
<pat chFi | e>

Patch given resource using info from <patchFile> which is a text file with this
format:

Version 1.0:
[; comment]
<offset> <oldData> <newData> [;comment]
<offset> <oldData> <newData> [;comment]

where all numbers are in hex.

Example:

16A 001122 445566
22A ABBCDE ABBCDF

Version 2.0:

#PATCH _VERSI ON=2. 0

[; comment]

<of fset>. L, <oldl> W<old2> W..., <newl> W<new2> W. ..
<of fset>. L, <oldl> W<old2> W..., <newl> W<new2> W. ..

where .L is a 32-bit value and .W is a 16 bit value. Simple addition, subtraction,
and parentheses are also supported.

- del
<resType>
<resl D>

Remove given resource from output pre. This option is most useful when reading
in an existing pre to create a new one.
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Output types:

-0 <outfile>

(default: "out . pr c") Output file name.

-0Rcp <nane>

Generate .RCP and .BMP output files from resources. Usually used in
conjunction with the -pr ¢ option to convert resources from existing
Palm OS .pres into source .RCP text files.

-overlayO™f <nane>
<l angl D> <countryl D>

"This option tells Palm-RC to construct the output file (specified by the -
0 option) as an overlay database for the base prc file <nanmes.

When this option is present, an 'ovly' resource will be inserted (or the
existing one updated) into the <name> base pre file and the output pre file
will have a corresponding 'ovly’ resource installed into it as well.

When this option is specified, the type and creator of the output prc are
obtained from the base prr, so the -t ype and -cr options must not also
be present.

The 'ovly' resource in the base pre basically contains a list of resources in
the base prc along with their lengths and checksums.

The 'ovly' resource in the output pre file contains a list of resource in the
overlay database. When the database is opened, the PalmOS uses the
information in the base and overlay database overlay resources to validate
that the overlay is in fact a valid overlay of the base pre.

Output options:

-name <prcNanme>

(default: "out ") PalmOS name for pre file.

-Ccr <creator>

-type <type>

(default: appl ) 4 character type for pre file.

-versi on <version>

(default: 1) version number of pre file.

-zCrDate

Set creation date to 0 (for testing).

-zMbdDat e

Set modification date to 0 (for testing).

-incBaseOverl ay

Include a base overlay resource on by default except with -over | ay Of
option.

-incBaseOverl ay-

Don't include a base overlay resource.

pre flags:
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- backup Set backup bit in pre file.

- hi dden Set hidden bit in pre file.
-readOnly Set readOnly bit in pre file.
-resetAfterlnstall Set resetAfterInstall bit in pre file.
- copyPrevention Set copyPrevention bit in pre file.

Diagnostic options:

-V Verbose mode.

-ignoreDups Don't print warnings about duplicate resources.

Notes:
Resource Obiject (.ro) Files

When compiling resources, there are two options for output: a normal .pre file or "resource object” file. A
.pre file is complete and ready to be run on a device. A resource object file is an "incomplete pre,” a resource
database which consists only of the resources defined in .7¢p and .7sr¢ files. Resource object files are marked
by the extension ".70" and have creator 'PIRC' and type 'reso'.

A resource object file is taken as input by the build-prc tool. If you want to take advantage of the multi-
segment support or other advantages of build-prc that aren't included in Palm-RC, you can use Palm-RC to
compile the resources and then use build-prc to add in the code resources and create the .pre file.

Palm-RC will automatically create a 7o file when it detects that there are no code resources being added.

Examples:
Creating Myapp.pre from linker output and resources:

PalmRC -rcp ../ Rsc/ MyApp.rcp

-gccApp ../ oj/ MyApp. code. 1. sym
-1 ../Src -1 ../Rsc -0 ../CObj/ MApp.prc

-name MyApp -cr MyAp
Creating Myapp.ro from a resource file:

PalmRC -rcp ../Rsc/ MyApp.rcp -0 ../ Qoj/ M/App.ro
Creating a resource file froman existing .PRC
PalmRC -prc ../ Cbc/ MyApp. prc
-oRcp MyApp.rcp

Patching an existing database:

PalmRC -prc ../ Cbc/ MyApp. prc
-patch code 0001 ../ Src/Patches.txt
-0 ../ Obj/ MyAppPat ched. prc
-name MyApp -cr M/Ap
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7.4 RCP file format

Syntax:

Items in ALL CAPS appear as literals in the file.
Items enclosed in < and > are required fields.
Items enclosed in [ and | are optional fields.

Each field's required type is indicated by a suffix after the field name (see below for types).

Types:
i = identifier
exanpl e: kFoo
.s or .ss = string (may contain the follow ng character escapes: \t (tab) \n (cr)
or \nnn where nnn is an octal character code, or \xXX where XX is a
hex character code)
example: "dick Me\t\015\ x0A"
may be a multi line string. PalmRC will concatenate strings on seperate
i nes
encl osed with quotes and terminated by the \ character
example: "Nowis the tine for all good "\
"men to come to the aid of their country”
no difference between .s and .ss (used to differentiate single-line from
mul tiline)

.n = nunber, defined constant or sinple arithnmetic expression. Valid operators
are + - * /.

precedence is left toright. math is integer.

exanpl es: 23 12+3+1 12*4 14*3+5/2

.p = position coordinate. Wich may be either a nunber, expression or one
of the followi ng keywords
AUTO : Automatic width or height. The w dth/height of the
itemis conputed based on the text in the item
valid only for widths or heights of itens.

CENTER : Centers the itemeither horizontally or vertically.
Only valid for left or top coordinate of an item
PREVLEFT : Previous itens left coordinate

PREVRI GHT : Previous itens right coordinate
PREVWDTH : Previous itens width

PREVTOP : Previous itens top coordinate
PREVBOTTOM : Previous itens bottom coordinate
PREVHEI GHT : Previous itens hei ght

Example: PREVRI GHT+2

NOTE: AUTO and CENTER must stand alone and are not valid in arithmetic expressions
Comments:
Comments are single line and begin with //.
Note that they are only allowed at the outer scope. Comments within a FORM or MENU or other
command are treated as errors.
Quoting:

Strings enclosed in single quotes are quoted exactly--backslashes are treated as backslashes, not as
quoting characters.

Example: "hel | o\t t her e" contains a tab, but' hel | o\t t here' doesn't.
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7.4.1 Include Files

The .7¢p file may contain #i ncl ude directives. This allows a programmer to have one header file for the
project containing resource IDs. Source code can reference the symbols as can Palm-RC.

Palm-RC understands two include file formats. Following is the fairly limited syntax for each of them:

.h

#defi ne <Synbol .i> <Val ue. n>

.inc

<Synbol .i > equ <Val ue. n>

Each symbol may then be used in place of any number.

Note: #i f def s are ignored

by Palm-RC.

7.5 Resource Language Reference

The .7¢p file may contain the

following commands:

FORM PalmOS Form
MENU Menu bar
ALERT Alert dialog box
VERSI ON Version string
STRI NG String

STRI NGTABLE String table

APPI NFOSTRI NGS

Category name strings

APPLI CATI ONI CONNAMVE

Application Icon's Name

APPDEFAULTCATEGORY Application Default Category

APPLI CATI ON Application four character type

I CON Icon bitmap

Bl TMAP Bitmap

BOOTBI TMAP Boot Bitmap

TRANSLATI ON Language string translation

DATA Include raw data from a file as a resource
HEX Defined resource as hex data

.51 -




Handspring Development Tool Guide

FORM (tFRM)

FORM | D <For nResour cel d. n> AT (<Left.p> <Top.p> <Wdth. p> <Hei ght. p>)
[ FRAME]
[ NOFRAME]
[ MODAL]
[ SAVEBEHI NDJ|
[ USABLE]
[ HELPI D <Hel pl d. n>]
[ DEFAULTBTNI D <Bt nl d. n>]
[ MENU D <Menul d. n>]
BEG N
<OBJECTS>
END

<OBJECTS>: one or more of:

TI TLE <Title.s>

BUTTON {<Label .s> | GRAPHI C <Id.n>} ID <Id.n> AT (<Left.p>
<Top. p> <Wdt h. p> <Hei ght. p>) [USABLE] [ NONUSABLE]

[ DI SABLED] [LEFTANCHOR] [ RI GHTANCHOR] [ FRAME]

[ NOFRAME] [ BOLDFRAME] [ FONT <Fontld. n>]

PUSHBUTTON {<Label.s> | GRAPHIC <Id.n>} ID <ld.n> AT (<Left.p>
<Top. p> <Wdt h. p> <Hei ght. p>) [USABLE] [ NONUSABLE]

[ DI SABLED] [LEFTANCHOR] [ RI GHTANCHOR] [ FONT <Font | d>]
[ GROUP <Groupl d. n>]

CHECKBOX <Label .s> I D <l d.n> AT (<Left.p> <Top.p> <Wdth. p>
<Hei ght. p>) [USABLE] [ NONUSABLE] [ DI SABLED]

[ LEFTANCHOR] [ RI GHTANCHOR] [ FONT <Font|d>] [ GROUP
<Groupl d. n>] [ CHECKED]

POPUPTRI GGER <Label .s> I D <l d.n> AT (<Left.p> <Top.p> <Wdth. p>
<Hei ght . p>) [USABLE] [ NONUSABLE] [ DI SABLED]
[ LEFTANCHOR] [ RI GHTANCHOR] [ FONT <Font | d. n>]

SELECTORTRI GGER <Label .s> I D <l d.n> AT (<Left.p> <Top.p> <Wdth. p>
<Hei ght . p>) [USABLE] [ NONUSABLE] [ DI SABLED]
[ LEFTANCHOR] [ RI GHTANCHOR] [ FONT <Font | d. n>]

REPEATBUTTON <Label .s> I D <l d.n> AT (<Left.p> <Top.p> <Wdth. p>
<Hei ght . p>) [ USABLE] [ NONUSABLE] [ DI SABLED]

[ LEFTANCHOR] [ RI GHTANCHOR] [ FRAME] [ NOFRAME]

[ BOLDFRAME] [ FONT <Font | d. n>]

SCROLLBAR ID <ld.n> AT (<Left.p> <Top.p> <Wdth. p> <Hei ght. p>)
[ USABLE] [ NONUSABLE] [VALUE <Val ue.n>] [ M NVALUE
<M n. n>] [ MAXVALUE <Max.n>] [ PAGESI ZE <PageSi ze. n>]

LABEL <Label .s> I D <l d.n> AT (<Left.p> <Top. p>) [ USABLE]
[ NONUSABLE] [ FONT <Font | d. n>]

FI ELD ID <ld.n> AT (<Left.p> <Top. p> <Wdth. p>

<Hei ght . p>) [ USABLE] [ NONUSABLE] [ DI SABLED| [LEFTALI G|
[ Rl GHTALI GN] [ FONT <Font|d.n>] [EDI TABLE]

[ NONEDI TABLE] [ UNDERLI NED] [ Sl NGLELI NE]

[ MULTI PLELI NES] [ MAXCHARS <MaxChars. n>] [AUTCSH FT]

[ HASSCROLLBAR] [ NUVERI C]

POPUPLI ST ID <ld.n> <ldList.n>
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LI ST <Items> <lItenR.s>... ID <ld.n> AT (<Left.p> <Top. p>
<W dt h. p> <Hei ght. p>) [USABLE] [ NONUSABLE] [ DI SABLED|
[ VI SI BLEI TEMS <NunVi sl tems. n>] [ FONT <Fontld. n>]

FORMBI TMVAP AT (<Left.p> <Top.p>) BI TMAP <Bit mapl d. n> [ NONUSABLE]

GADGET ID <ld.n> AT (<Left.p> <Top. p> <Wdth. p> <Hei ght. p>)
[ USABLE] [ NONUSABE]

TABLE ID <ld.n> AT (<Left.p> <Top.p> <Wdth. p> <Hei ght. p>)
ROWS <NunRows. n> COLUWNS <NuntCol s. n> COLUMNW DTHS
<Col 1W dt h. n> <Col 2Wdth.n.>. ..

GRAFFI Tl STATEI NDI CATOR | AT (<Left.p> <Top. p>)

Not es: The bitmap referenced by FORMBITMAP must appear as a seperate
resource in the rcp file via the BITMAP command.

MAXCHARS is required for FIELD to work properly.

Example:

FORM ID 1 AT (2 2 156 156)
USABLE
MODAL
HELPID 1
MENUI D 1
BEG N
TI TLE " Al ar nHack"
LABEL "Repeat Datebook al arm sound” 1D 2000) AT (CENTER 16)
PUSHBUTTON "1" | D 2001 AT (20 PrevBottom+2 12) AUTO GROUP 1
PUSHBUTTON "2" | D 2002 AT (PrevRight+l PrevTop PrevWdth PrevHei ght) GROUP 1
PUSHBUTTON "3" | D 2003 AT (PrevRight+l1 PrevTop PrevWdth PrevHei ght) GROUP 1
PUSHBUTTON GRAPHI C 1000 I D 2004 AT (PrevRight+l1 PrevTop PrevWdth PrevHei ght)
GROUP 1

LABEL "times. Ring again every" |ID 601 AT(CENTER PrevBottomt2) FONT O

PUSHBUTTON "never" | D 3000 AT (13 PrevBottomt2 32 12) GROUP 2

PUSHBUTTON "10 sec" |ID 3001 AT (PrevRight+1 PrevTop PrevWdth PrevHei ght) GROUP 2
PUSHBUTTON "30 sec" ID 3002 AT (PrevRight+1 PrevTop PrevWdth PrevHei ght) GROUP 2
PUSHBUTTON "1 min" | D 3003 AT (PrevRi ght+1 PrevTop PrevWdth PrevHei ght) GROUP 2

LABEL "Al arm sound:" | D 601 AT (24 PrevBottomt+4)

POPUPTRI GGER " " 1 D 5000 AT (PrevRi ght+4 PrevTop 62 AUTO LEFTANCHOR

LI ST "Standard" "Skip Al ong" "Beethoven" "EuroCop" "Cricket" "Bl eep" "Conputer2"
I D 6000 AT (PrevLeft PrevTop 52 1) VI SIBLEI TEMS 10 NONUSABLE

POPUPLI ST | D 5000 6000

BUTTON "Test" 1D 1202 AT (CENTER 138 AUTO AUTO)
GRAFFI Tl STATEI NDI CATOR AT (100 100)

END

BI TMAP | D 1000 "PushBut ton. 1. brp”
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MENU (MBAR)

MENU | D <MenuResour cel d>
BEG N

<PULLDOMNS>
END

<PULLDOWNS>: one or nore of:

PULLDOWN <Pul | downTitl e. s>
BEG N

<MENUI TEMS>
END

<MENUI TEMS>: one or nore of:
MENUI TEM [ H DDEN] <Menultem s> <Menul teml d. n> [ Accel Char. c]

Example:
MENU | D 100
BEG N
PULLDOM "Fi | e"
BEG N
MENUI TEM " Open..." 1D 100 "O'
MENUI TEM "Cl ose" 1D 101 "C'
END
PULLDOMN " Opti ons"
BEG N
MENUI TEM "Get Info..." 1D 500 "I"
END
END
ALERT (tALT)

ALERT | D <Al ert Resroucel d. n>
[ HELPI D <Hel pl d. n>]
[ 1 NFORVATI ON] [ CONFI RVATI ON] [ WARNI NG [ ERROR]
BEG N
TITLE <Title.s>
MESSAGE <Message. ss>
BUTTONS <Button.s> <BUTTON. s>. ..

END
Example:

ALERT | D 1000

HELPI D 100

CONFI RVATI ON

BEG N
TI TLE " Al ar nHack"
MESSAGE "Continuing will cause you 7 years of bad | uck\n"\

"Are you sure?"

BUTTONS "Ck" "Cancel "

END
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VERSION (tver)

VERSI ON | D <Ver si onResour cel d. n> <Ver si on. s>

Example:
VERSION ID 1 "0.09"

STRING (tSTR)
STRING I D <StringResourceld.n> <String. ss>
Example:

STRING I D 100 "This is a very long string that denbnstrates carriage returns\n" \
"as well as continued .ss syntax strings”

STRINGTABLE (tSTL)
STRI NGTABLE | D <StringTabl eResourcel d. n> <PrefixString.ss> <String.ss> ...
<String.ss>

STRI NGTABLE is intended for null-terminated strings. The terminators do not need to be explicitly
added (see Examples below). If null characters are embedded into a string, only the portion of the string
up to the first null character will be placed in the resource; a warning will also be issued.

To omit the Pr ef i XSt ri ng, start the STRI NGTABLE with an empty set of quotes.
Example (with prefix):
STRI NGTABLE | D 1000 "Directions” "North" "South" "East" "West"

Example (without prefix):
STRI NGTABLE |1 D 1000 "" "foo" "bar" "baz"

Example (without prefix, vertical style):
STRI NGTABLE 1D 1000 ""

"foo"

"bar"

"baz"

"con" \
"cat enat ed"
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APPINFOSTRINGS (tAIS)

The first 16 of these are used for localized category names. After that, it's up to the application developer.
Currently, palm-rc enforces that there must be at least 16 of these (because the system requires it for
categories)

APPI NFOSTRI NGS | D <Appl nf oSt ri ngResour cel d. n>
<Cat egory. s>
<Cat egory. s>

Example:
APPI NFOSTRI NGS | D 1000
"Unfil ed"
" Syst ent
" Ganes"
"Utilities"
" Mai n"

APPLICATIONICONNAME (tAIN)
APPLI CATI ONI CONNAME | D <Al NResour cel d. n> <Appl i cati onNane. s>

Example:
APPL| CATI ONl CONNAME | D 100 " Al ar mHack"

APPDEFAULTCATEGORY (taic)

APPDEFAULTCATEGORY <Appl i cati onCat egory. s>
On OS 3.5 and up, this will let the app developer specify which category the application should show up in when
installed. This should be used with care, as the user expects that applications show up in "Unfiled". If you are
specifying one of the built-in categories, you should specify the category in English EVEN IN
LOCALIZED VERSIONS. The launcher knows how to do the translation.

On pre-Palm OS 3.5 systems, the resource generated by this command is ignored.

Example:
APPDEFAULTCATEGORY " Ganes"
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APPLICATION (APPL)

APPLI CATI ON | D <Appl Resour cel d. n> <APPL. s>
<APPL. s> nust be 4 characters | ong

Example:
APPLI CATION ID 1 "ALHK"

ICON (tAIB)

Converts a Microsoft Windows-style bitmap(s) to tAIB Palm OS icon resources with ID 1000. If one or
more DEPTHX is specified, then the icon resource will include the other specified bit depths in addition to
the 1-bit deep version. The source bitmap files can be in 1, 2, 4, 8, or 24 bits per pixel format and Palm-
RC will do the necessary bit-depth conversion.

If the TRANSPARENT keyword is present, then the bitmap will be created such that any pixels matching
the given color will be transparent. The transparency applies to all bitmaps in the family (except 1-bit). In
schemes with a color table (2, 4, and 8 bit depth), the index that will be made transparent is the one that
matches the color specified most closely. NOTE: 2-bit images will change from version 1 format to
version 2 format if you specify transparency.

IMPORTANT: Bit depths greater than 2 bits per pixel are only supported in Palm OS 3.5 or
greater and DEPTH16 is only supported on the Handspring platform.
| CON <I conFi | eNane. s>

[ DEPTH2 <I conFi |l eNanme2. s> ]

[ DEPTHA <l conFi |l eNanme4. s> ]

[ DEPTH8 <I conFi | eNanme8. s> ]

[ DEPTH16 <I conFil eNamel6. s> ]
[ TRANSPARENT <red. n> <green. n> <bl ue. n>]

Example:
| CON "nyi con. brmp" DEPTH2 "nyi con. 2. bnp" TRANSPARENT 0 255 0

SMICON (tAIB)

Converts a Microsoft Windows-style bitmap(s) to t Al B Palm OS icon resources with ID 1001. If one or
more DEPTHX is specified, then the icon resource will include the other specified bit depths in addition to
the 1-bit deep version. The source bitmap files can be in 1, 2, 4, 8, or 24 bits per pixel format and Palm-
RC will do the necessary bit-depth conversion.

If the TRANSPARENT keyword is present, then the bitmap will be created such that any pixels matching
the given color will be transparent. The transparency applies to all bitmaps in the family (except 1-bit). In
schemes with a color table (2, 4, and 8 bit depth), the index that will be made transparent is the one that
matches the color specified most closely. Note: 2-bit images will change from version 1 format to version
2 format if you specify transparency.

IMPORTANT: Bit depths greater than 2 bits per pixel are only supported in Palm OS 3.5 or
greater and DEPTH16 is only supported on the Handspring platform.

SM CON <I conFi | eNane. s>
[ DEPTH2 <I conFi |l eNanme2. s> ]
[ DEPTHA <l conFi |l eNanme4. s> ]
[ DEPTH8 <I conFi | eNanme8. s> ]
[ DEPTH16 <I conFil eNamel6. s> ]
[ TRANSPARENT <red. n> <green. n> <bl ue. n>]

Example:
SM CON "nysmi con. bnp" TRANSPARENT 0 255 0
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BITMAP (Tbmp), BOOTBITMAP (Thsb)
Converts Microsoft Windows-style bitmap to TBnp Palm OS bitmap resources. If one or more DEPTHx
is specified, then the icon resource will include the other specified bit depths in addition to the 1-bit deep
version. The source bitmap files can be in 1, 2, 4, 8, or 24 bits per pixel format and Palm-RC will do the
necessary bit-depth conversion.

If the TRANSPARENT keyword is present, then the bitmap will be created such that any pixels matching
the given color will be transparent. The transparency applies to all bitmaps in the family (except 1-bit). In
schemes with a color table (2, 4, and 8 bit depth), the index that will be made transparent is the one that
matches the color specified most closely. NOTE: 2-bit images will change from version 1 format to
version 2 format if you specify transparency.

You may control the compression of bitmaps using NOCOMPRESSS, COMPRESS, or FORCECOVPRESS.
NOCOMPRESS means that the bitmap won't be compressed no matter what. COMPRESS (the default) will
compress the bitmap if the resulting bitmap is smaller. FORCECOMPRESS will always compress the
bitmap. 1-bit and 2-bit without transparency (aka version 1 bitmaps) will use scanline compression. 2-bit
with transparency and all 4-bit, 8-bit, and 16-bit bitmaps will use the smaller of scanline and RLE
compression. Using the optional depth specification, you can specify which depths a command applies to
1,2,4,8, 16, 24, 32). If no depth specification is present, the command will apply to all depths. Multiple
depth commands can be present and will be evaluated left to right.

If the | NCLUDECLUT keyword is present, then the bitmap will include it's own color lookup table copied
from the original bitmap file.

IMPORTANT: Bit depths greater than 2 bits per pixel are only supported in PaImOS 3.5 or
greater and DEPTH16 is only supported on the Handspring platform.

Bl TMAP | D <Bi t napResourcel d. n> [ NCLUDECLUT]

[ <Bi t mapFi | eNane. s> ]

[ DEPTH2 <Bit mapFi | eNanme2. s> ]

[ DEPTH4 <Bi t nepFi | eNane4. s> ]

[ DEPTH8 <Bit mapFi | eNanme8. s> ]

[ DEPTH16 <Bit nepFil eNanel6. s> ]

[ TRANSPARENT <red. n> <green. n> <bl ue. n>]

[ NOCOWPRESS [ <dept h.n>]* | COWPRESS [ <depth.n>]* | FORCECOMPRESS

[ <depth.n>]*]*

Example:
BI TMAP | D 100 "nybi t map. bnp" DEPTH2 "nybi t map. 2. brmp" TRANSPARENT 0 255 0
FORCECOWPRESS NOCOWPRESS 2
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DATA

Includes an entire file as a user-defined resource

DATA <ResType.s> I D <Resld.n> <Fil eNane. s>

Example:
DATA "dfIt" ID 1 "Defaul t Dat aDB. bi n"

HEX

Define a user-defined resource as hex and/or ascii data

HEX <ResType.s> | D <Resld.n> <Byte.n> | <String.s>...

Example:
HEX "junk" 1D 1000
0x00 0x00 Ox00 0x23 "String" 0x00 "String2"
0x00 0x00 0x00 0x00 0x00 0x00 0x00 0x00 0x00
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7.6 International Support

Palm-RC supports a limited form of international tokenization. It works by substituting strings in the
resource definitions with replacements specified in a TRANSLATI ON section. Multiple translation blocks
may be specified in a resource script. The active language is specified with the -1 flag to Palm-RC.

The biggest problem is with positioning of controls. If you use AUTO, CENTER, and PREVRI GHT, for
exanpl e, it might not involve any position changing in your script. If you do need to change the
position, right now the only workaround is to put some #i f def s in your file and hook up a custom rule to
preprocess your source file. Another way to do internationalizaton is to have multiple resource files
compiled conditionally depending on the build target.

Note: The TRANSLATI ON section must appear first in the .7¢p file, before any use of the strings to be
translated.

Example:
Pal m RC -1 FRENCH nyscript.rcp

TRANSLATION
TRANSLATI ON <Language. s>
BEG N
<STRI NGTRANSLATI ONS>
END

Wher e <STRI NGTRANSLATI NOS> is one or nore of:
<Original.s> = <Transl at ed. ss>

Tip: For long strings, define a short keyword and then define both native and foreign translations for it.

Example:
TRANSLATI ON " FRENCH'
BEG N
"Repeat Dat ebook al arm sound" = "Répétitions Al arne Agenda"
"Ring again every" = "Rappel tous |es"
END

-60 -



Handspring Development Tool Guide

7.7 Known Bugs

LI ST: DI SABLED doesn't work. Seems to be a Palm OS bug.
LI ST: VI SI BLEI TEMS may be required for list objects to show properly.
FI ELD: MAXCHARS required for field control to accept characters to work.

Comments are only allowed at the outermost scope level. Comments within FORM
commands are syntax errors.

MENU or other
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8 Palm Debugger User's Guide

8.1 About PalmDebugger

PalmDebugger is a Windows and Macintosh desktop application for debugging Palm OS executables. It provides
assembly- and source-level debugging as well as support for managing databases on the Palm OS device. Palm
Debugger can communicate with a Palm OS device over serial or USB ports, or with the Palm OS Emulator
desktop application (which acts as a virtual Palm OS device) over TCP/IP.

All Palm OS devices have a debugger stub in their ROM with which PalmDebugger communicates. This
debugger stub, although fairly small, provides enough basic support for all of PalmDebugger's functions,
including the display and modification of memory, setting breakpoints, single-stepping, dumping memory heaps,
and modifying databases.

Besides basic debugging support of Palm OS executables, PalmDebugger also provides a Console window for
system administration functions. The Console window behaves like a Unix shell or DOS command line interface
to the device. Included are Console window commands for such tasks as getting a directory of databases on the
device, creating and deleting databases, importing and exporting databases to and from the desktop computer, and
many other system-level functions.

PalmDebugger is a developer's tool. It is very powerful but, unfortunately, is not a very "polished" application. In
it's design, user-friendliness has taken a back seat to power and functionality. But time spent learning how to use
it will be time well spent and it will pay for itself many times over. With the help of this document, you should be
able to learn the basics of how using Palm Debugger within an hour or so.
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8.2 User Interface Overview

8.2.1  The Windows
When launched, PalmDebugger displays four windows:
*  Debugger window: The Debugger window is used for assembly-level debugging.

*  Console window: The Console window is used as a command-line based shell for managing databases on
the device.

»  CPU Registers window: The CPU Registers window is used for assembly-level debugging.

»  Source window: The Source window is used for source-level debugging. Note that the Source window
and source-level debugging support is only present in the Windows version.

Most of the powerful functions of the debugger are accessed by typing commands either into the Debugger or
Console windows. There are, however some menus for performing basic source-level debugging functions such as
setting breakpoints or single-stepping. The Source window is essentially an "output-only” window that is used to
display the source code and local variables for the executable currently being debugged. The CPU Registers
window is also an output-only window that displays the values of each of the CPU registers while debugging.

Commands are entered into the Debugger and Console windows by typing the command, then hitting the [Enter]
key (Note: on the Macintosh, use the [Enter] key on the numeric keyboard or [Cmd-Return]). Both the Debugger
and Console windows have a 'help' command that displays a list of possible commands. Help on any specific
command can be displayed by entering ‘hel p cndNarne.’

The Debugger and Console windows behave like edit windows. They support cut, copy, paste, and undo (undo is
available in the Windows version only). Whenever you hit the Enter key, the window executes whatever text is
currently selected, or the entire current line if the selection is empty. If more than one line is selected, every
selected line will be executed. If you simply want to create a new line without executing the current line, hit the
[Return] (on a Macintosh), or [Shift-Enter] (on Windows).

The Windows version also supports the following special key sequences: [Shift-Backspace] will delete all text from
the current selection point to the end, and the undo command [Ctr]-Z] entered immediately after executing a
command will delete the output of the command from the window.

8.2.2  The Menus

Most of the menu items in the File menu are not yet implemented. In the future, this menu will allow saving and
printing of window contents.

The Edit menu provides the usual cut, copy, paste functions as well as #ndo and redo and a font command for
changing the font used in all of the windows.

The Connection menu is used to set up communications with the actual or virtual (in the case of
PalmOSEmulator) device. The choices are through:

*  One of the serial ports (COMI through COM4 on Windows, Modem or Printer on Macintosh)
o USB (Windows 98 and Windows 2000)
e Emulator (to communicate with the PalmOSEmulator application running on the desktop)

When one of the serial ports is selected, the menu items for changing the baud rate are enabled.

The Source menu provides basic source-level debugging commands, such as breakpoints, single stepping, or
continuing, as well as commands for setting up the symbol files for source-level debugging.

The Window menu (Windows version only) provides the standard Windows commands for selecting various
windows and rearranging them.
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8.3 The Console Window

The Console window behaves like a Unix shell or DOS command line interface to the device. Through the
Console window, you get a directory of databases on the device, create and delete databases, transfer databases to
and from the desktop, and display system information.

In order to use the Console window to communicate with the device, the device must be running a "console
stub". The console stub runs as a background thread on the device and waits for commands over the serial or USB
port, processes the commands, then sends back responses. Because the console stub runs as a background thread,
it does not affect the normal operation of the device, and applications can be used normally while the thread is
running. However, because it requires memory and system resources, it is not normally started unless specifically
activated by the user. Once started, the console stub continues to run, and prevents other applications (like
HotSync) from using the serial port until the device is soft-reset.

To activate the console stub on a device, enter the Graffiti sequence Shortcut-.-2, i.e., a shortcut stroke (a script
lower case letter 'L"), followed by a period (two single taps), followed by the number 2 (entered in the right side of
the Graffiti area). When the console stub first starts, it sends out a "Ready..." message. If you have PalmDebugger
running and connected with a cable to the device, this message will show up in the Console window of
PalmDebugger. If the console stub was already started or if PalmDebugger was not connected to the device, you
will not see the message. Note that if you are debugging using the PalmOSEmulator instead of a real device, you
do not need to manually start the console stub because it will be started for you automatically.

Be sure to double-check the communications method used in the Connection menu. If debugging with a
Handspring device, the default method should be set to "USB". All other Palm devices use serial at 57,600 baud.
If desired, you can debug a Handspring device using serial instead of USB by pressing the "up" key on the device
when starting the console stub (hold down the [Up] key as you type the Graffiti shortcut sequence).

Once the console stub is running on the device, you should be able to successfully enter commands in the Console
window of PalmDebugger and see results back from the device. A simple, quick command to try is "hl 0". This
displays a list of memory heaps on card #0 of the device. Here's an example output from the hl command:

hl 0
i ndex heapl D heapPtr si ze free maxFree fl ags
0 0000 00001480 00016B80 00010A90 0001046C 8000
1 0001 1001810E OO1E7EF2 OO1E53C0 001E5342 8000
2 0002 10008212 00118DEE 0000A01C 0000A014 8001

If the console stub is not running on the device, or if the serial or USB connection is not correct, you will see the
following error message after a few seconds:

### Error $00000404 occurred
If you see this message, double-check that you have the correct communication options set in the Connection
menu of PalmDebugger. If you are using a serial connection, make sure PalmDebugger is set to 57,600 baud,
check that you have the correct handshaking mode, check your cable connection, and make sure that the device is
powered on, and that you have started the console stub as described above.

8.3.1  Commonly used Console Commands
import

By far, the most commonly-used console command is the i mport command. This command copies a Palm OS
database from the desktop to the device. It is used whenever you have built a new version of an application and
want to load the application onto the device for testing. It basically performs the same function as the Installer
tool provided with the HotSync application, but is much more convenient to use than the Installer tool when
debugging.
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The basic form of the i nport command is:

i mport <cardNo> <fil ename>

Where <filename> is the name of a file on the desktop. By default, PalmDebugger looks in the Device sub-
directory within the PalmDebugger application directory for the named file. The filename can also be specified
using a relative or absolute path if it's not in the Device directory. The <car dNo> is nearly always 0, which means
import the database into the built-in RAM on the device.

Here's an example of the import command and its output:

import O Tex2HexApp. prc

Creating Database on card O
nanme: Text to Hex
type appl, creator TxHx

I nporting resource 'code' =0....

| nporting resource 'data' =0....

I nporting resource 'pref'=0....

I nporting resource 'rloc'=0...

I nporting resource 'code' =1....

| nporting resource 'tFRM =1000. ..
I nporting resource 'tver'=1....

I nporting resource 'tAlB =1000....
I nporting resource ' Thnp' =1000.. ..
I nporting resource ' Thnp' =1001.. ..
| nporting resource ' MBAR =1000. ..
I nporting resource 'Talt'=1000....
I nporting resource 'Talt'=1001....
Success!!

Note that after the database is stored on the device, its name is not the same as the name of the file on the
desktop. The Palm OS database name is stored within the file itself, was "Text to Hex" in the example shown
above.

If the file you're trying to import already exists on the device, it will be deleted and replaced by the new file unless
the current database is open on the device. If it is open when you try to import a new copy, you will get a
dnErr Al readyExi sts (0x0219) Data Manager error code back from the import command. For example:

import O Tex2HexApp. prc

Creating Database on card O
name: Text to Hex
type appl, creator TxHx

### Error $00000219 occurred

Unfortunately, most of the error messages you see in PalmDebugger are fairly cryptic hex codes such as the one
above. To determine the meaning of the error message, you will have to look up the name of the error code from
the Palm OS header files. All Palm OS error codes are 16-bit values with the upper byte representing the manager
and the lower byte representing a manager-specific error code. In the example above, the manager code was 0x02
and the specific error code was 0x19. The <SystemMgr.h> header file contains the manager codes (0x02 is
dnError O ass) and the manager-specific error code can be found in that manager's header file (0x19, deci nal
25, is dnErrAlreadyExists in <DataMr. h>).
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export

The export command does the opposite of the import command above. It copies a database from the device to the
desktop.

The basic form of the export command is:

export <cardNo> <fil enane>

Where <filename> is the name of the Palm OS database. To get a list of databases on the device to determine their
names, use the dir command described below. The database will be copied to the desktop in the standard .pre/.pdb
file format (these two formats are actually identical; pre is normally used to indicate resource databases and .pdb is
normally used to represent record databases) and will be given a name of <filename> without any added extension.
All exported files are placed into the Device sub-directory of PalmDebugger.

Here's an example of the export command and its output. Note that you must use quotes if there are spaces in the
name:

export O "Text to Hex"

Exporting resource 'code' =0.. ..
Exporting resource 'data' =0....
Exporting resource 'pref'=0....
Exporting resource 'rloc'=0....
Exporting resource 'code' =1....
Exporting resource 't FRM =1000....
Exporting resource 'tver'=1....
Exporting resource 'tAlB =1000....
Exporting resource ' Thnp' =1000.. ..
Exporting resource ' Thnp' =1001. ...
Exporting resource ' MBAR =1000.. ..
Exporting resource 'Talt'=1000....
Exporting resource 'Talt'=1001....
Success! !

The above command will create a file called Text to Hex within the Device sub-directory of PalmDebugger.

dir
The dir command will display a list of databases on the device. The basic form of this command is:

dir <cardNo>| <searchOpti ons> [ <di spl ayOptions>. ..]

The <displayOptions> are usually left blank, or the - a option is specified, which means to display all information.
For a complete list of options, type ' hel p di r' in the Console window.

Here's an example of the command and its (abbreviated) output:

dir 0
nane I D t ot al dat a
*Syst em 00D20A44 392.691 Kb 390.361 Kb
* AMK 00D209C4  20.275 Kb  20.123 Kb
*Ul AppShel | 00D20944  1.327 Kb 1.175 Kb
*PADHTAL Library OOD208E2  7.772 Kb 7.674 Kb
*| DA Library 00D20876  39.518 Kb  39.402 Kb
Vi | DB 0001817F  1.033 Kb 0.929 Kb
Net wor kDB 00018188  0.986 Kb  0.722 Kb
System M DI Sounds 000181B3 1.066 Kb  0.842 Kb
Dat ebookDB 000181FB  0.084 Kb  0.000 Kb
Total : 41

de
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The de/ command will delete a database from the device. The basic form of this command is:

del <cardNo> <fil enane>

Where <filename> is the name of the Palm OS database. To get a list of databases on the device to determine their
names, use the di r command described above. Keep in mind that you won't be able to delete a database if it is
currently open. If you get an error from this command, such as " ##ERROR Del eti ng dat abase", the most likely
reason is that the database is currently open. If this is an application that is currently running, switch to a different
application and try again.

8.3.2  Less Commonly-used Console Commands

Entering hel p in the Console window will display a relatively large list of available console commands. The
commands mentioned above will be used most of the time. The remaining console commands are used much less
often, and most users will probably never use most of them.

Rather than describe all of the console commands in detail, we will just provide a brief overview of those most
likely to be used. Later in this document, we describe how to track down and solve typical application problems,
and we will describe specific features of the console commands that are useful for tracking down specific
problems.

Of the remaining console commands, those dealing with memory heaps are probably used most frequently. These
include the following:

hl <car dNo> Display list of memory heaps

hd <hex heapl D> Dump a specific heap

The hl command displays a list of memory heaps. For example:

hl 0
i ndex heapl D heapPtr si ze free maxFree fl ags
0 0000 00001480 00016B80 00010A90 0001046C 8000
1 0001 1001810E OO1E7EF2 OO1E53C0 001E5342 8000
2 0002 10008212 00118DEE 0000A01C 0000A014 8001

The hd command does a dump of a specific heap. The <heapl D> argument can be determined by looking at the
"heapl D" column of the #' command. Heap number 0 is always the dynamic heap and higher number heaps
represent storage RAM or ROM. For example:

hd 0
Di spl ayi ng Heap | D: 0000, mapped to 00001480
req act resType/ #reslD
start handl e local ID size size Ick own flags type index attr ctg uniquelD nanme

-00001534 00001490 F0001491 00001lE 000026 #0 #0 fM Al arm Tabl e
-0000155A 00001494 F0001495 000456 00045E #0 #0 fMGaffiti Private
-000019B8 00001498 F0001499 000012 00001A #0 #O fM DataMgr Protect List (DrProtectEntryPtr*)

~00017D06 - -« --- FO017DC6 0001F4 0001FC #0 #15  fMHandle Table: ' Graffiti ShortcCuts'

-00017FC2 -------- FO017FC2 000024 00002C #0 #15 fM DnmOpenl nfoPtr: 'Gaffiti ShortCuts
-00017FEE -------- FOO17FEE O0000E 000016 #0 #15 fM DnOpenRef: 'Gaffiti ShortCuts
Heap Summary:

flags: 8000

si ze: 016B80

nunHandl es: #40

Free Chunks: #14 (010A90 byt es)

Movabl e Chunks: #52 (006040 bytes)

Non- Movabl e Chunks: #0 (000000 byt es)

The ki nf 0o command displays a list of all system kernel information such as tasks, semaphores, and event groups.
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kinfo <options> Display system kernel info

-all get all info

-task <id>|all get task info
-sem <id>|all get semaphore info

-tmr <id>|all get timer info

For example:

kinfo -all

Task | nformation:

taskl D tag priority stackPtr st at us
0001772C AMX  # 0 00017598 Idle: Waiting for Trigger
00017900 psys # 30 000130B4 Runni ng
Semaphore | nformation:
sem D tag type i nitValue curValue nesting owner | D
00017830 MemM resource #-1 #1 (free) #0 00000000
00017864 SIkM counting #1 #1 (avail.) #0 00000000
000178CC  SndM counting #1 #1 (avail.) #0 00000000
00017968 Sync resource #-1 #1 (free) #0 00000000
00017A38 SerM counting #0 #0 (unavail.) #0 00000000
Tinmer Information:
tnrl D tag ticksLeft peri od procPtr
000177FC  psys # 493 # 0 10060618

Finally, the mdebug command puts the device into various modes for helping to track down memory corruption
problems. Note that turning these options on slows down the device, (often considerably):

mdebug [options..]

Turn on/off various memory

Shortcut s: debugging options
-full Ful | checki ng (sl owest) g§81ng op
-parti al Partial checking (faster)
-of f No checking (fastest)

Fi ne Tuni ng:
Wi ch heaps are ¢

-a check/ scranbl e ALL heaps each tine

-a- check/scranbl e affected heap only
Heap Checki ng:

-C check heap(s) on some Memcalls

-ca check heap(s) on every Mem cal |

-c- :
Heap Scranbling

-s scranbl e heap(s) on sone Memcalls
-sa . scranbl e heap(s) every Mem call
-s- : turn off heap scranble

Free Chunk Checki
-f :
-f- :

M n Dynam c Heap

(Recorded in the
-mn :
-m n-

hecked/ scranbl ed:

turn off heap checking

ng:
check free chunk contents

don't check free chunk contents

free space recording:

gl obal GvenM nDynHeapFr ee)

record m ninum free space in Dynam c heap
don't record mnimum free space
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8.4 The Debugger Window

The Debugger window is used in conjunction with the CPU Registers window for assembly-level debugging.
Commands are entered into this window for displaying and modifying memory, single stepping, setting and
clearing breakpoints, dumping memory heaps, displaying database directories, automatically breaking on one or
more Palm OS system calls, breaking when a memory location is modified, etc. Besides applications, this window
can also debug system code, extensions, shared libraries, background threads and interrupt handlers.

The Debugger window also supports custom-defined command aliases, script files, and data structure templates,
as described in more detail in the Utility Commands section below. You can automatically load these custom
definitions every time you launch PalmDebugger by adding them to the UserStartup-PalmDebugger text file,
which is executed by PalmDebugger every time it starts up.

8.4.1 Attaching to the Device

Most Debugger window commands (except for help and some utility commands) only execute when the device is
connected to the desktop and halted in its debugger stub. When the device is halted in the debugger stub, it will
not respond to pen taps on the screen or key presses and you will see a tiny flashing square about 4 pixels across in
the upper left corner of the display (Note: Color device screens will invert and there will not be any flashing
cursor). There are two main ways to put the device into this mode (besides encountering a bug of course!):

1. Enter the Short cut - . - 1 sequence using Graffiti.

2. Compile a DbgBr eak() call into your application and run the application until you encounter the
DbgBr eak() call.

To use method #1 above, enter the Graffiti sequence Shor t cut - 1, i.e., a shortcut stroke (a script lower case
letter 'L"), followed by a period (two single taps), followed by the number 1 (entered in the right side of the
Graffiti area).

T'o use method #2 above, you must have previously entered the debugger at least once using method #1. If the
debugger has not been entered at least once already using method #1, then, instead of entering the debugger, the
DbgBr eak() call will display a fatal error dialog. Alternately, you can set the low memory global

GDbgWasEnt er ed to non-zero before the DbgBr eak() call. This will effectively make the device "think" it
has entered the debugger already. For example:

GDbgWasEntered = true;
DbgBr eak() ;

If the PalmDebugger application is running and connected with the appropriate cable to the device when it halts
into the debugger, you will see a message similar to the following appear in the Debugger window:
EXCEPTION I D = $A0

' PrvHandl eEvent '
+$062C 10C0F2AA *MOVEQ L #$01, DO | 7001

Be sure to set the communications method correctly in the Connection menu of PalmDebugger. If debugging
with the PalmOSEmulator, it should be set to Emulator. If debugging a Handspring device, it should be set to
USB. All other Palm devices use serial connections at 57,600 baud. If desired, you can debug a Handspring device
using serial by pressing the [Up] key when entering the debugger for the first time (i.e., hold down the [Up] key
while entering the Graffiti shortcut sequence). If using serial, check that you have a serial cable with handshaking
lines. If you don't, turn off the Handshaking option in the Connection menu.
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If the PalmDebugger was not running or connected correctly to the device when it halted, you can use the at t
command to attach PalmDebugger to the device. For example:

att
EXCEPTION I D = $A0
+$062C 10C0F2AA *MOVEQ L #$01, DO | 7001

The at t command sends a request packet to the device and waits for a response from the device saying where it is
currently halted. If no response is received within a couple of seconds, the at t command will timeout and display
a timeout error message. This means either that the device is not halted in the debugger or that there is a problem
with the connection between desktop and the device.

If you try to execute a debugger command when the PalmDebugger thinks it is not attached to the device, it will
display an error message "Error: not attached to renpte". If this happens, ensure that the device is
halted in the debugger, then issue the att command to re-attach PalmDebugger to the device.

8.4.2  Commonly-Used Debugger Commands

This section illustrates the most commonly-used debugger commands. It does not cover the entire set of available
commands or options, however. To see the entire set of available commands enter the hel p command in the
Debugger window. To get help on a particular command, enter hel p cndNane.

8.4.2.1  Entering Commands

As mentioned previously, debugger commands are typed into the Debugger window and executed by hitting the
Enter key. For commands that take arguments, such as an address on which to operate, the arguments can be
entered in either decimal or hex or as expressions. In addition, expressions can be written in terms of processor
registers. By default, all numbers are assumed to be in hex unless preceded by a '#' sign (decimal) or '% "' sign
(binary).

A number of commands allow you to intelligently repeat the command simply by pressing [Enter] repeatedly. The
'dm' command is one of these commands - every time you hit [Enter] it displays the next 16 bytes of data. The 's’'
and 't' commands for single stepping also repeat when you hit Enter.

One shortcut character is introduced below: the '".' character. This is a shorthand representation for the address
value used for the last command. For a full description of expression evaluation and all the shorthand characters
that are available, see the Debugger Expressions section below.

The following is an example that shows how to display and disassemble memory using various expressions. In all
the examples in this section, commands entered by the user are shown in bold and comments are show in izalics:

dm 0 <=Di spl ay nmenory at address 0
00000000: FF FF FF FF 1A 34 3E 40 10 CO 92 D4 10 CO 92 F2 "..... 1>@....... "
dm 100 <=Di spl ay nmenory at address 0x100
00000100: 01 01 00 00 02 BO 00 01 78 30 00 00 OO0 01 47 EE "........ x0....G"
dm #100 <=Di spl ay nmenory at address 100 deci mal
00000064: 10 C6 BE 32 10 C6 BE 60 10 C6 BE 8E 10 C6 BEBC "...2... ........ "
dm 100+20 <=Shows how to enter an expression for an address
00000120: 6F BC 00 00 07 22 00 00 00 06 00 01 7D 72 00 FD "o0...."...... oo
dm . +10 <=|llustrates using the '.' character to represent

the | ast address entered.
00000130: 00 00 00 00 OO0 00 00 B6 3E CO 69 45 AMM 0OC 03 4A "........ > i E..J"
dm pc <=Use the current program counter val ue
10COEEFE: 70 01 60 00 01 7E 4E 4F A0 BE 70 01 60 00 01 74 "p. ..~NO. .p. ..t"
dm pc+20 <=An expression using the program counter

10C0EF1E: FF F4 4E 4F AO AC 38 00 4A 44 50 4F 66 2A 48 6E "..NO. . 8. JDPOf * Hn"
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il pc <=Di sassenbl e code at current program counter
' SysHandl eEvent 10COE9EC

+$0512 10C0EEFE *MOVEQ L #$01, DO | 7001
+$0514 10COEF00 BRA. W SysHandl eEvent +$0694 ; 10COF080 | 6000 O017E
+$0518 10C0EF04 _SysLaunchConsol e ; $10COE30C | 4E4F AOBE
+$051C 10CO0EF08 MOVEQ L #3$01, DO | 7001
+$051E 10C0EFOA BRA. W SysHandl eEvent +$0694 ; 10COF080 | 6000 0174
+$0522 10COEFOE MOVEQ L #$00, DO | 7000
+$0524 10C0EF10 BRA. W SysHandl eEvent +$0694 ; 10COF080 | 6000 O16E
+$0528 10COEF14 CLR. L -$0010( A6) | 42AE FFFO
+$052C 10C0EF18 PEA -3$0006( A6) | 486E FFFA
+$0530 10COEF1C PEA -$000C( A6) | 486E FFF4
il pc-10 <=Di spl ay code at program counter - 0x10

' SysHandl eEvent 10COE9EC

+$0502 10CO0EEEE ORI . B #$01, (A5)+ ; . 001D 7001
+$0506 10COEEF2 BRA. W SysHandl eEvent +$0694 ; 10COF080 6000 018C
+$050A 10COEEF6 MOVE. B #3$01, $00000101 ; 11FC 0001 0101
+$0510 10COEEFC _DbgBreak 4EA8
+$0512 10C0EEFE *MOVEQ L #$01, DO 7001

I
I
I
|
+$0514 10C0EF00 BRA. W SysHandl eEvent +$0694 ; 10C0F080 | 6000 017E
I
I
I
I

+$0518 10C0EF04 _SysLaunchConsol e ; $10COE30C 4E4AF AOBE
+$051C 10CO0EF08 MOVEQ L #3$01, DO 7001
+$051E 10COEFOA BRA. W SysHandl eEvent +$0694 ; 10C0F080 6000 0174
+$0522 10COEFOE MOVEQ L #$00, DO 7000

You can even enter an expression by itself on the command line as a form of hex calculator:
20*4+3
$83 #131 #-125 '.'

This has been a brief introduction to expressions in order to lead into the commonly-used commands. For a full
discussion of expressions and the available operators, see the Debugger Expressions section below.

8.4.2.2  Displaying Registers, Memory and Instructions

Usually, the first thing one does after breaking into the debugger is to disassemble code around the current
program counter, or display variables. The following commands perform these functions, as well as allowing you
to change memory.

One fairly advanced feature of the debugger is the ability to dump memory according to a specific structure
definition. This is the <t enpl at e> option to the dm command. The section below on Utility Commands
describes how to define templates for various structures.

Display memory at <address> for <count > bytes. If count is
dm <address> [ <count>] [<tenpl ate>] omitted then assume a count of 16. If <t enpl at e> is
included, then display memory according to that template.

db <address> Display the byte (8 bits) at given address
dw <addr ess> Display the word (16 bits) at given address
dl <address> Display the long word (32 bits) at given address

Set Byte(s) at given address to <value>. Entering multiple

sb <address> <val ue...> . . .
<values> will set multiple bytes starting at <address>

Set Word(s) (16 bits) at given address to <value>. Entering
sw <addr ess> <val ue. .. > multiple <values> will set multiple words starting at
<address>
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Set Long(s) (32 bits) at given address to <value>. Entering
sl <address> <val ue...> multiple <val ues> will set multiple longs starting at
<addr ess>

Instruction List. Disassemble the instructions at the given

il <address> [<lineCount>]
address.

Display current values of all the processor's registers. Note
reg that the current values of all the registers also appear in the
CPU Registers window.

Stack Crawl. Display a list of routines on the stack using

5¢ information stored in the frame pointer register (A6).
Stack Crawl using the stack pointer (A7) instead of the frame
sc7 pointer (A6). This will display information about routines on

the stack that don't set up frame pointers but will also
sometimes show bogus routines as well.

The following example shows how some of these commands can be used:

reg <= Display all processor registers
DO = 00000102 A0 = 10COEEF6 USP = 420024FD

D1 = 00000013 Al = 10COEFOE SSP = 00013412

D2 = 0000001A A2 = 000134F0

D3 = 00000000 A3 = 00015404

D4 = 0001008E A4 = 10CD884E

D5 = 00000000 A5 = 00014A06

D6 = 00D1F334 A6 = 000134DA PC = 10COEEFE

D7 = 0001515E A7 = 00013412 SR = tSxnzvc Int =0

10Q0EEFE *MOVEQ. L #$01, D0 | 7001

sc <= Display stack craw. The routines are |listed
in order fromoldest (at top) to newest (at botton).
In this exanple, the current routine was called from
Event Loop+0016.
Cal ling chain using A6 Links:
A6 Frane Cal | er
00000000 10C68982 cjtkend+0000
00015086 10C6CA26 __Startup__+0060
00015066 10C6CCCE Pi |l ot Mai n+0250
00014FC2 10COF808 SysAppLaunch+0458
00014F6E 10C10258 PrvCal | Wt hNewSt ack+0016
00013418 10CD88B2 __Startup__+0060
000133F8 10CDB504 Pi |l ot Mai n+0036
000133DE 10CDB47C EventLoop+0016

dm pc <= Display nenory at the program counter
10C0EEFE: 70 01 60 00 01 7E 4E 4F A0 BE 70 01 60 00 01 74 "p. ..~NO..p. ..t"
il pc <= Di sassenbl e code at program counter

' SysHandl eEvent 10CO0E9EC

+$0512 10COEEFE *MOVEQ L #$01, DO | 7001
+$0514 10COEF00 BRA. W SysHandl eEvent +$0694 ; 10COF080 | 6000 017E
+$0518 10CO0EF04 _SysLaunchConsol e ; $10COE30C | 4E4F AOBE
+$051C 10COEF08 MOVEQ L #$01, DO | 7001
+$051E 10COEFOA BRA. W SysHandl eEvent +$0694 ; 10COF080 | 6000 0174
+$0522 10COEFOE MOVEQ L #$00, DO | 7000
+$0524 10COEF10 BRA. W SysHandl eEvent +$0694 ; 10C0F080 | 6000 016E
+$0528 10C0EF14 CLR L - $0010( A6) | 42AE FFFO
+$052C 10COEF18 PEA - $0006( A6) | 486E FFFA
+$0530 10C0EF1C PEA - $000C( A6) | 486E FFF4
dm 0 <= Display nmenory at address O

00000000: FF FF FF FF 1A 34 3E 40 10 CO 92 D4 10 C0 92 F2 "..... 4>@. ... ... "
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sbh 012 <= Set the two bytes at address 0 to 1 & 2

Menory set starting at 00000000

dm 0 20 <= Di splay 0x20 bytes at address 0O

00000000: 01 02 FF FF 1A 34 3E 40 10 CO 92 D4 10 CO 92 F2 "..... 4>@....... "
00000010: 10 CO 93 10 10 CO 93 18 10 C0 93 20 10 A0 93 28 "........... ("
dw 0 <= Display the word at address 0O

Word at 00000000 = $0102 #258 #258 '..

dm O Rect angl eType

<= Display nenory at address O as a Rectangl eType
structure

00000000 struct Rect angl eType

{
00000000 Poi nt Type topLeft

00000000 SWor d X = $0102
00000002 SWor d y = $-1

}
00000004 Poi nt Type extent

{
00000004 SWor d X = $1A34
00000006 SWor d y = $3E40

}

}

8.4.2.3  Flow Control

The most commonly used debugger commands are probably those for flow control. These include single-
stepping, breakpoints, and continuing. These are summarized below along with their most commonly used

options.
g Go.
s Step Into. Will step into subroutine calls and system traps.
t Step Over. Will step over subroutine calls and system traps

gt <address>

Go Till address. Sets a temporary breakpoint at <address> and continues
execution.

br <address>

Set breakpoint at <address>. PalmDebugger currently supports up to 5
breakpoints at any one time. Also note that although breakpoints are
supported on ROM addresses, these types of breakpoints will force the
device to run very slowly - it will essentially single step until the program
counter reaches a set breakpoint address. Breakpoints set in RAM do not
incur any performance penalty.

cl [<address>]

Clear breakpoint at <addr ess> or, if no address, clear all breakpoints.

brd

Display all breakpoints.

atb <"systemlrapNane" >

A-Trap break. Set a breakpoint at the given system call.

atc <"systenirapNane" >

A-Trap clear. Clear breakpoint at the given system call.

atd

Display all current A-Trap breaks.

Ss <addr ess>

Step Spy. Execute instructions until the DWord at <addr ess> changes
value. Warning: this routine essentially makes the processor single step
through instructions until the data at <addr ess> changes and thus
makes the device run very slow.

reset

Perform a soft reset of the device.
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The following example shows how to use most of these commands. You can follow along by first putting the
device into the debugger stub by typing Short cut - . - 1. The commands entered by the user into the Debugger
window of PalmDebugger are shown in bold. One of the shortcuts illustrated below is using the ":' character to
represent the starting address of the current routine when entering an address. This is a very handy shortcut to
use when setting breakpoints or disassembling code.

att <= Attach to device

EXCEPTION I D = $A0

+$0512 10COEEFE *MOVEQ L #$01, DO | 7001
il pc <= Di sassenbl e at current program counter

' SysHandl eEvent 10C0E9EC

+$0512 10C0EEFE *MOVEQ L #$01, DO 7001
+$0514 10C0EF00 BRA. W SysHandl eEvent +$0694 ; 10C0F080 6000 017E
+$0518 10C0EF04 _SyslLaunchConsol e ; $10COE30C 4EAF AOBE
+$051C 10COEF08 MOVEQ L #$01, DO 7001
+$051E 10COEFOA BRA. W SysHandl eEvent +$0694 ; 10C0F080 6000 0174

I
I
I
I
+$0522 10C0EFOE MOVEQ L #$00, DO | 7000
I
I
I

+$0524 10C0EF10 BRA. W SysHandl eEvent +$0694 ; 10COF080 6000 016E
+$0528 10COEF14 CLR L -$0010( A6) 42AE FFFO
+$052C 10COEF18 PEA -$0006( A6) 486E FFFA
+$0530 10COEF1C PEA -$000C( A6) 486E FFF4
sc <= Display stack crawm . The routines are |isted

in order fromoldest (at top) to newest (at bottonj.
In this exanple, the current routine was called from
Event Loop+0016.
Cal l'ing chain using A6 Links:

A6 Frane Cal | er

00000000 10C68982 cjtkend+0000

00015086 10C6CA26 __Startup__+0060

00015066 10C6CCCE Pi |l ot Mai n+0250

00014FC2 10COF808 SysAppLaunch+0458

00014F6E 10C10258 PrvCal | WthNewsSt ack+0016

00013418 10CD88B2 __Startup__+0060

000133F8 10CDB504 Pil ot Mai n+0036

000133DE 10CDB47C Event Loop+0016

S <= Single-Step one instruction
' SysHandl eEvent' W11 Branch
+$0514 10COEF00 *BRA. W SysHandl eEvent +$0694 ; 10C0F080 | 6000 017E
<= Just hit Enter to repeat the Single-Step
+$0694 10COF080 *MOVEM L (A7) +, D3- D5/ A2- A4 | 4CDF 1C38
<= Just hit Enter to repeat the Single-Step
+$0698 10C0F084 *UNLK A6 | 4E5E
<= Just hit Enter to repeat the Single-Step
+$069A 10COF086 *RTS | 4E75 8E53 7973 4861
<= Just hit Enter to repeat the Single-Step
+$0018 10CDB47E *TST. B DO | 4A00

il <= Di sassenbl e at current program counter
' Event Loop 10CDB466'

+$0018 10CDB47E *TST. B DO 4A00
+$001A 10CDB480 LEA $000C( A7), A7 4FEF 000C
+$001E 10CDB484 BNE. S Event Loop+$0050 ; 10CDB4B6 6630
+$0020 10CDB486 PEA - $001A( A6) 486E FFE6
+$0024 10CDB48A PEA -$0018( A6) 486E FFE8

I
I
|
|
+$0028 10CDB48E MOVE. L - $0024( A5), - ( A7) | 2F2D FFDC
I
|
{

+$002C 10CDB492 _MenuHandl eEvent ; $10C4B768 4E4F A1BF
+$0030 10CDB496 TST.B DO 4A00

+$0032 10CDB498 LEA $000C( A7), A7 4FEF 000C
+$0036 10CDB49C BNE. S Event Loop+$0050 ; 10CDB4B6 6618

gt 10cdb484 <= Go-Till address 0x10CDB484. Alternatively, we could

have used :+1E to represent this address
' Event Loop' W/ I Branch
+$001E 10CDB484 *BNE. S Event Loop+$0050 ; 10CDB4B6 | 6630

br :+50 <= Set a breakpoint at current routine+0x50
Br eakpoi nt set at 10CDB4B6 ( Event Loop+0050)
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g <= Go
+$0050 10CDB4B6 *CWPI . W #$0016, - $0018(A6) ; '..' | OC6E 0016 FFE8
brd <= Display all currently set breakpoints

10CDB4B6 ( Event Loop+0050)

cl <= O ear all breakpoints
Al'l breakpoints cleared

atb "Evt Get Event" <= Break whenever the EvtGetEvent systemtrap is called

A-trap set on 011d (Evt Get Event)

o] <= Go. The unit will break as soon as EvtCetEvent is
cal |l ed.

Renot e stopped due to: A TRAP BREAK EXCEPTI ON
' Evt Get Event’
+$0000 10C3B1E2 *LI NK A6, $0000 | 4E56 0000

atd <= Display list of A-Traps
Di spl ayi ng A-Traps:
Function Nane Trap # Library Address

Evt Get Event $011D none 10C3B1E2

atc <= Cear all A-Traps
Al A-Traps cleared

ss a2 <= Step-Spy until the DWwrd at address 0x15404 (which is the
current value of register A2) changes.
Step Spying on address: 00015404
' Evt Get SysEvent'’
+$00E8 10C1E980 *CLR B $0008( A4) | 422C 0008

8.4.24 Heap and Database Commands

There is a set of commands that can be entered in the Debugger window that mirrors commands supported by
the Console window. These include commands for displaying information about databases and memory heaps.
These are especially useful because a bug often involves a corrupted memory heap or database, and you'll want to
dump information about a heap or database while single-stepping through your program.

The following commands have the same options as their equivalents in the Console window and if you do a help
cmdName on them, you will see the same help information that the Console window prints out. However, because
the '-' symbol indicates subtraction in the Debugger window, it cannot be used when entering command options;
instead, use the backslash symbol (\). For example:

dir 0 \a
hl <car dNo> Heap List. Display a list of heaps for this card.
hd <heapl D> ;fgggE;u}E;; 551;111115 r‘:}gli }cl:sr}lltle;tfn (I)Ifl il;given heap. The heaplD can be obtained by first
ht <heapl D> Heap Total. Display just the summary information about the heap - this is the same

information printed out at the end of a heap dump.

Heap Check. Validate that the given heap is not corrupted. Both the HD and HT

hchk <heapl D> . . .
commands also verify a heap as part of their operation as well.

dir <cardNo> Directory. Dump a directory of databases for the given card.

8.4.25  Utility Commands

The last set of commands to cover here is the utility commands. These include commands for loading memory
from a file image (or vice-versa), flashing new data into the Flash ROM of a device, running debugger scripts,
defining templates for use with the dmcommand, and defining debugger command aliases.
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For a good example of how to define structure templates and aliases, see the SystemTypes text file which appears
in the Scripts subdirectory of PalmDebugger. This text file contains definitions of a large number of Palm OS

system structures.

In all cases below, the default directory for the <"f i | enanme"> parameter is the Device sub-directory of

PalmDebugger except as noted.

| oad <"filenane"> <addr>

Load a file into memory at the given address.

save <"fil ename"> <addr> <bytes>

Create a file in the Device sub-directory of
PalmDebugger which is an image of the memory
at the given address.

flash <"fil enane"> <addr>

Program FLASH ROM with the contents of
<filename>.

run <"fil enane">

Execute the debugger commands contained in
the text file "filename". The default directory is
not the Device sub-directory like the load, save
and flash commands but rather the root
PalmDebugger directory.

alias <"name"> [<"text">]

Define or view (if no <t ext > parameter) a new
alias command

al i ases

Display list of all defined aliases.

typedef <tenplate> [ @<"nane">

Define a new template as the same as an existing
template or as a pointer to an existing template.

typedef struct <"nane">

> <tenplate> [ @<"nane">[[count]] [\-]
[\ %A
t ypeend

Define a new template structure called namze.
The elements of the structure are each defined
on a new line starting with '>". The "\-' option
means don't print that field. The "\%' option
means print as a binary field. The [count]
represents an array.

wh [ <"funcName"> |
<addr ess>]

<A-trap #> | \a

Where command. Find the address of a system
trap by name or number or identify the memory
chunk, database name, and resource type and ID
that contains a particular address (the \a form).
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load "nyfile.bin" 10000

100%

#24576 bytes | oaded at $00010000.

save "tnpfile.bin" 10000 1000

100%

#4096 bytes saved from address $00010000 to file "tnpfile.bin"

run "SystenTypes” <= Execute the debugger comrands
contained in the text file "SystenfTypes"

"dm 0 LowMenType"
<=

<= Load a file inmage into nenory

<= Save nmenory contents to a file

alias "Lowvent

Define a new command cal | ed " Lowivent

that is an alias for the text "dm O LowMenType"
typedef struct "Point Type" <= Define two tenplates call ed Point Type
and Rect angl eType
> SWord "X
> SWord "y
t ypeend
typedef struct "Rectangl eType"
> Poi nt Type "topLeft"
> Poi nt Type "extent"
t ypeend

dm O Rect angl eType <= Display nenory at address O according to

t he Rectangl eType tenpl ate.

00000000 struct Rect angl eType
00000000 Poi nt Type topLeft
{
00000000 SWor d X = $%-1
00000002 SWor d y = $-1
00000004 Poi nt Type ext ent
{
00000004 SWor d X = $1A34
00000006 SWor d y = $3E40
}

}
wh " memhandl enew'
Functi on Nane

<= Find the address of the given systemtrap
Trap # Library Address

menmhandl enew $001E  none 10C11F4A

wh \a pc <= Determ ne the database nane, resource type
and resource | D that contains the current
program count er .

poi nter 1001B204 is 322 bytes into chunk 1001AEE2 i n:

card: 0, heaplD 1

dat abase: "Text to Hex", resType: 'code', reslD 1

8.4.3  Debugger Expressions

Any commands entered in the Debugger window can be written using expressions for one or more of the
command arguments. Expressions were briefly introduced above in the command examples. This section
describes the complete expression evaluation rules for reference.

All expressions must be entered without white space. White space is used to delimit parameters to commands.

The following operators are supported, and shown from highest to lowest precedence:

.a.b . w.l .s unary left to right
~+- @ unary right to left

* binary left to right

+ - binary left to right

& binary left to right

n binary left to right
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binary left to right

= binary left to right

8.43.1 Cast Operators:

These are entered following a value, register name, address, or parenthesized expression. The byte, word, and
dword casts truncate the value at the specified size, resulting in an unsigned integral value. The sign extension
case performs a sign extension at the operands present size.

.a address cast
.b byte cast
W word cast
N dword cast
.S sign extension cast
Examples:

45. b

$45 #69 #69 'E

45. w

$0045 #69 #69 ' . E

45. |

$00000045 #69 #69 '...E

8.4.3.2  Unary Operators:
~ bitwise NOT

+ no operation

- change sign

Examples:
~1
$fe #254 #-2 '

2*-1
$fe #254 #-2 .

8.4.3.3  Dereference Operator
This is similar to the 'C' language dereference operator *'. The operand is either an address or an integral value.

@ retrieves 4 bytes as an unsigned integral value
@.a retrieves 4 bytes as an address
@.b retrieves 1 byte as an unsigned integral value
@.w retrieves 2 bytes as an unsigned integral value
@l retrieves 4 bytes as an unsigned integral value
Examples:
@1 (A2)
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$00040000 #262144 #262144 '....'

@b(PQ
$70 #112 #112 'p’

@7
$00000000 #0 #0O0 '....'

8.4.3.4  Binary Arithmetic Operators

* multiplication
/ division

+ addition

- subtraction

8.4.3.5  Binary bitwise operators

& Bitwise AND
A Bitwise XOR
| Bitwise OR

8.4.3.6  Assignment operator

Assignment. This operator is used to change the
value of any one of the processor's registers.

Example:
reg
DO = 00000102 A0 = 10COEEF6 USP = 420024FD
D1 = 00000013 Al = 10COEFOE SSP = 000148F4
D2 = 0000000D A2 = 00014900
D3 = 00000000 A3 = 00015404
D4 = 00014B06 A4 = 10CF26B0
D5 = 00000000 A5 = 00013A16
D6 = 00D1F876 A6 = 000149BC PC = 10COEEFE
D7 = 0001515E A7 = 000148F4 SR = tSxnzvc Int =0
' SysHandl eEvent'
+$0512 10COEEFE *MOVEQ L #$01, DO | 7001
d0=45
$00000045 #69 #69 '...FE
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8.4.3.7 Constants

Numbers may be entered as character constants, binary, hexadecimal, or decimal values.

A character constant is a string of one or more characters within single quotes. C-style escape sequences are
supported. The result is an unsigned integral value of size determined as follows:

> 2 chars dword
> 1 char word
1 char byte
Examples:
' xyzl'

$78797a31 #2021227057 #2021227057 'xyzl

Talt e
$61275927 #1629968679 #1629968679 'a'Y

"\ 123
$53 #83 #83 'S

A binary number is entered as a % (percent sign) followed by one or more binary digits. The size is determined as
follows:

> 16 digits dword
> 8 digits word
1-8 digits byte
Example:
990111000

$38 #56 #56 '8’

A hexadecimal number is entered as one or more hexadecimal digits, or optionally a $ (dollar sign) followed by
one or more hexadecimal digits. The size of the result is determined as follows:

> 4 digits dword
> 2 digits word
1-2 digits byte
Example
€123

$c123 #49443 #-16093 '.#

$c123
$cl123 #49443 #-16093 '.#
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8.4.3.8  Special Variables

The processor registers can be used as variables in any expression. The data registers are named 40 thru d7, the
address registers are 20 thru 47, the program counter is pe, the status register is s, and the stack pointer 47, (which
can also be referenced using it's alias name, sp.)

By default, any string that can represent a register name is interpreted as a register name and not a hexadecimal
value. To force the string to be interpreted as a hexadecimal value, either prepend it with a 0 or a '$' character:

Example:
dm a0 <= display nenory at address stored in register AO
10C0EEF6: 11 FC 00 01 01 01 4E 48 70 01 60 00 01 7E 4E 4F "...... NHp. *. . ~NO'
dm a0+d0 <= Add contents of register AO to register DO and

use that as the address
10C0EFF8: 60 04 38 3C 02 07 4A 44 66 26 48 6E FF FA 48 6E " .8<..JDf &Hn. . Hn"

dm a0+0d0 <= This shows how to add the hex val ue 0OxDO instead of

the contents of register DO
10COEFC6: 26 3C 73 79 6E 63 7A 09 60 2E 26 3C 73 79 6E 63 "&<syncz. . &<sync"

8.4.3.9  Special Characters:

The following special characters are recognized in any expression:

last address entered

starting address of the current routine

Examples:
reg
DO = 00000001 A0 = 10COEEF6 USP = 420024FD
D1 = 00000013 Al = 10COEFOE SSP = 00014854
D2 = 0000001B A2 = 0000201C
D3 = 000020AA A3 = 0000201C
D4 = 00000000 A4 = 00001A04
D5 = 00000002 A5 = 00013A16
D6 = 00000000 A6 = 00014890 PC = 10C47284
D7 = 0001515E A7 = 00014854 SR = tSxnzvc Int =0
" FrnDoDi al og'
+$006A 10C47284 *TST. B DO | 4A00
dm sp
00014854: 00 01 48 78 00 00 20 AA 00 01 49 30 55 00 00 00 "..Hx.. ...lI0U. .."
dm .
00014854: 00 01 48 78 00 00 20 AA 00 01 49 30 55 00 00 00 "..Hx.. ...lI0U. .."
dm . +10

00014864: 1A 04 00 00 00 00O 00 00 00 00 00 00 20 1C 00 00 "............

il pc
' FrmDoDi al og 10C4721A

+$006A 10C47284 *TST. B DO | 4A00
+$006C 10C47286 ADDQ W #$04, A7 | 584F
+$006E 10C47288 BNE. S FrnDoDi al 0g+$0092 ; 10CA72AC | 6622
+$0070 10CA728A PEA - $001A( A6) | 486E FFE6
+$0074 10CA728E PEA - $0018( A6) | 486E FFE8
+$0078 10C47292 CLR L - (A7) | 42A7
+$007A 10C47294 _MenuHandl eEvent ; $10CAB768 | 4E4F ALBF
+$007E 10C47298 TST. B DO | 4A00
+$0080 10C4729A LEA $000C( A7), A7 | 4FEF 000C
+$0084 10C4729E BNE. S FrnDoDi al 0g+$0092 ; 10CA72AC | 660C
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' FrnDoDi al og 10CA721A

+$0000
+$0004
+$0008
+$000C
+$0010
+$0014
+$0018
+$001A
+$001E
+$0024

il :+60

10C4721A
10C4721E
10C47222
10C47226
10C4722A
10C4722E
10C47232
10C47234
10C47238
10C4723E

LI NK A6, - $0030

MOVEM L D3/ A2, - (A7)

MOVE. L $0008( AB) , A2

MOVE. B #$01, - (A7) ; '.

PEA - $0030( A6)
_FrmActiveState ; $10C48380
MOVE. L A2, - (A7)

_FrnBet Acti veForm ; $10C45CC8
BTST #$0005, $002A( A2)

LEA $000A( A7), A7

' FrmDoDi al og 10C4721A

+$0060
+$0062
+$0066
+$006A
+$006C
+$006E
+$0070
+$0074
+$0078
+$007A

10C4A727A
10c4727C
10C47280
10CA7284
10C47286
10C47288
10CA728A
10CA728E
10C47292
10C47294

BNE. S FrnDoDi al og+$003E ; 10C47258
PEA - $0018( A6)

_SysHandl eEvent ; $10COEQEC
*TST. B DO

ADDQ W #$04, A7

BNE. S FrnDoDi al 0og+$0092 ; 10C472AC
PEA - $001A( A6)

PEA - $0018( A6)

CLR L - (A7)

_MenuHandl eEvent ; $10C4B768

4E56
48E7
246E
1F3C
486E
4E4F
2F0A
4EAF
082A
4FEF

66DC
486E
4EAF
4A00
584F
6622
486E
486E
42A7
4EAF

FFDO
1020
0008
0001
FFDO
A33B

Al74

0005
000A

FFES8
AOA9

FFE6
FFES

AlBF

002A
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8.5 The Source Window

The Source window is an output-only window used for source-level debugging. As you single step, for example,
the Source window follows along and displays the source code and line number corresponding to the current
program counter. You can also select a specific line in the Source window for setting or clearing a breakpoint or
for disassembling code. Currently, the source-level debugging support only works with code built using the GNU
gee compiler for Palm OS, although other symbol file formats may be supported in the future.

The Source window works in conjunction with the Debugger and CPU Registers windows. For example, when
you single step by entering commands in the Debugger window, the Source window will automatically track
along and any breakpoints set or cleared from the Debugger window are displayed in the Source window as well.
There are also dedicated menu commands and key equivalents for source-level debugging that don't require you
to enter commands in the Debugger window.

The Source window is split into two panes. Between the two panes is a thick horizontal line that is colored red
when the device is halted in the debugger and green when the device is running code. The upper pane is used to
display the values of the local variables for the current routine and the lower pane is used to display the actual
source code. By default, the source pane is automatically updated every time you single step in order to show the
current source file and line number corresponding to the program counter. You can also scroll the source pane or
change to a different source file altogether for purposes of setting a breakpoint or just for viewing. The left
margin of the lower pane is used to display indicators for breakpoints and the current program counter.
Breakpoints show up with a solid red circle next to the line with the current program location indicated by a green
arrow.

The source-level debugging is designed to support debugging of any type of executable code including
applications, shared libraries, system extensions, or interrupt handlers. In addition, any number of executables can
be source-level debugged simultaneously by loading multiple symbol files into the debugger. You can, for
example, source-level debug an application and a shared library that it uses at the same time.

In order to source-level debug an executable, you must first associate a symbol file with the code for the
executable that's loaded onto the device. This simply means telling the debugger the starting address of the code
on the device and the name of the symbol file on the desktop that contains the symbol information for that code
(there are simple menu commands for doing this). Any number of symbol files can be loaded into the debugger at
once and whenever the device stops in the debugger stub for any reason, PalmDebugger will automatically
determine which symbol file corresponds to the current program counter, and display the appropriate source file
and line number if one was found.

A quick example helps to illustrate how this works. In order to source-level debug an application, you could do the
following:

1. Ensure that the console stub is launched on the device by entering the Short cut - . - 2 sequence.

2. Select the Install Database and Load Symbols menu command from the Source menu.

3. From the open file dialog, select the .pr¢ file to load onto the device.

4. PalmDebugger now imports that .pre file onto the device and looks in the same directory for an
associated symbol file. It then automatically associates that symbol file with the address in memory of
where the application was just installed.

5. At this point, the symbol file for that application is loaded into the debugger. Any time the debugger
breaks in code belonging to that application, the source window will display the associated source file and
line number. Alternately, you can break into the debugger manually (using either Short cut - . - 1 or the
Break command from the source menu") and set a breakpoint on a certain source line of the application
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using the Toggle Breakpoint menu command from the Source Menu or from the right-mouse button
context menu of the source window.

If the executable you wish to debug is already loaded onto the device or is in ROM, then steps 2 thru 4 above can
be replaced by selecting the Load Symbols... command from the Source menu and selecting the symbol file for
that executable.

8.5.1 How Symbol Files Are Used

This section briefly describes what is contained in a symbol file and how PalmDebugger uses that information. It
is recommended that you read it so you can better understand and utilize the source-level debugging support and
its various features.

A symbol file is created by the linker and represents one or more code resources. Most applications for Palm OS
contain only a single code resource that has a resource type of 'code’ and a resource ID of 1. More complex
applications may have more than one code resource and possibly more than one symbol file, if stand-alone code
resources are used. Within the symbol file are names of each of the source files that were linked together to create
the code resource along with the offset from the start of the code resource to the object code for each source file
and each line within the source file. Also within the symbol file are descriptions of the various data structures
used and the names, types, and locations of each of the local variables for each routine, as well as the global
variables.

Besides the symbol file, the only other information required by PalmDebugger is the address of the code resource
on the device that corresponds to that symbol file. The Load Symbols... and the Install Database and Load
Symbols menu commands perform the task of lining up a symbol file with the address of the associated code
resource on the device.

8.5.2 The Load Symbols Menu Commands

There are two menu commands for loading source-level symbols. The Load Symbols for current Program
Counter... command, which is only enabled when the device #s halted in the debugger, and the Load Symboils...
command, which is only enabled when the device is nor halted in the debugger.

If you select the Load Symbols for current Program Counter... command, the debugger first attempts to
identify which code resource and database the program counter is currently in (this information can be obtained
manually using the "wh \a <address>" command in the Debugger window, where <address> is the current program
counter). Once the debugger identifies the database and code resource, it presents an open file dialog and asks the
user to choose the corresponding symbol file named "<DatabaseName>.<resType>.<resID>.sym". If, for example,
the program counter was found in the 'code’ #1 resource of a database named Text to Hex, it asks the user to
choose the symbol file Text to Hex.code.1.sym.

If you select the Load Symbols... command, then you are immediately presented with an open file dialog asking
you to first select a symbol file. After you select a symbol file, the debugger looks up the address of the associated
database code resource on the device and "lines up" the symbol file with that address. Note that the
<DatabaseName> portion of the symbol file name must correspond exactly to the Palm OS name of the database,
which is the name that shows up when doing a directory listing of databases on the device (using the "dir"
command of the Console window) and is not always the same as the name of the .prc file for that database.

Finally, the Install Database and Load Symbols... command is a macro-type command that does two things: it
imports a pre file into the device, then automatically loads the associated symbol file for that pre file. The same
results can be obtained by manually importing the prc file using the import command on the Console window,
then loading the symbols using the Load Symbols... menu command. When you choose the Install Database
and Load Symbols... menu command, you will be presented with an open file dialog asking you to pick a pre file.
After importing this pre file into the device, PalmDebugger automatically looks in the same directory for a file
named <DatabaseName>.code. 1.sym and associates this symbol file with the newly imported database.
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8.5.3 The Source Menu

The Source menu contains commands for source-level debugging and for loading and releasing symbol files. The
Load Symbols..., Load Symbols for current Program Counter..., and Install Database and Load Symbols...
commands were already covered in the previous section. The Remove all Symbols command will unload all
symbol files which are currently loaded. Once a symbol file is loaded, the remaining commands in the menu can
be used for setting source-level breakpoints, stopping, continuing, etc.

The Break command is only enabled when the device is not already halted in the debugger. This command
simulates entering the Shor t cut - . - 1 sequence on the device and is usually more convenient to use than the
equivalent Graffiti sequence. This command only works when the console stub is running on the device, however,
since it relies on the console communication in order to send a key event to the device.

The Step Into and Step Over commands work at the source-level. Both commands single step one source line at
a time. The difference between the two is that Step Into command steps into a subroutine if one is about to be
called, whereas Step Over doesn't stop until it reaches the source line after the subroutine call.

The Go command continues execution and is the same as entering the “g” command in the Debugger window.
The Go Till command sets a temporary breakpoint at the currently selected line in the source window and then
continues execution.

The Toggle Breakpoint command toggles a breakpoint at the currently selected line in the source window. The
Disassemble at Cursor command disassembles code at the currently selected line in the source window. The
output of this command will appear in the Debugger window.

Finally, the Show Current Location command automatically scrolls the source window to show the current
source file and line number. This is useful if you've previously scrolled the source window to set or clear a
breakpoint or temporarily changed it to view a different source file (using the context menu, as described below).

The Source Window Context Menu

The source window has a context menu that can be activated by right-clicking with the mouse. This menu has
many of the same commands that also appear in the Source menu of the menu bar including Break, Go Till,
Toggle Breakpoint, Disassemble at Cursor, and Show Current Location.

Also present in the context menu are pop-up items for selecting which source file to view. Every symbol file that is
loaded presents a pop-up that lists the source files for that symbol file. Using these menus, you can change the
current source file for viewing purposes or for setting and clearing breakpoints.

Limitations

Unfortunately, the source-level support in PalmDebugger is still quite limited compared to most modern source-
level debuggers. It provides the bare essentials for source-level debugging, and you'll find that there are numerous
occasions in which you will have to switch to the assembly level Debugger window and enter commands there for
certain functions:

1. The source window does not display a current stack crawl. To get a stack crawl, you must enter the sc
command in the Debugger window.

2. Local variables are only displayed in hexadecimal format.

3. 'The values of local variables cannot be changed from the source window. The only way to change them is
to use the sb, sw, or S| commands from the Debugger window and you must enter the address of the
variable manually.
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8.6 Debugging Hints

"This section describes a few hypothetical debugging situations. These examples are included to help familiarize
you with the debugging commands and how they can be used together to track down certain types of problems.

8.6.1 Entering the Debugger

The most common way to enter the debugger is to enter the Graffiti sequence Short cut - . - 1, i.e., the shortcut
stroke followed by two taps to generate a period, followed by the number 1 (in the right side of the Graffiti area).

If you have already started the console stub on the device (using the Short cut - . - 2 sequence), you can use the
Break command in the Source menu. This command sends a key event to the device using the console stub
communications and this key event is identical to entering the Short cut - . - 1 Graffiti sequence by hand.

You can also rebuild your executable with a compiled breakpoint in it by making a call to DbgBr eak() .
Remember, though, that unless you've entered the debugger at least once already using the Shortcut-. -1
sequence, a DbgBr eak() call will display a fatal error dialog instead of placing you in the debugger.

Finally, you can enter the debugger immediately after reset by holding the down button and pressing the reset
button in the back of the device with a paper clip. This will put you into the SmallROM debugger, which is
bootstrap code placed into the very front of the ROM that contains just enough code to initialize the hardware
and startup the debugger stub. If you enter the "g" command at this point, the system will jump to the BigROM.
The BigROM contains the same code as the SmallROM as well as the rest of the system code. If you press the

down button on the device while executing the "g" command, you will end up in the BigROM's debugger. You
can now set a-trap breaks, or single-step through the boot-up sequence.

The Handspring device uses USB by default for debugger communication, whereas all other Palm devices use
serial only. If desired, you can also debug a Handspring device using serial by holding the "up" key when entering
the debugger for the first time. This works when entering the Graffiti shortcut sequence or during reset as well.
To enter the serial debugger during reset, hold both the [Up] and [Down] keys while pressing the reset button.

8.6.2 Finding Code

A common problem is finding the location in memory at which code resides. The ultimate goal is being able to
single-step through the problem code to determine exactly what is going wrong. Depending on the
circumstances, you may use any one of a number of different methods.

Method 1:

If you're debugging an application and are able to rebuild it, it is sometimes easiest just to re-build the application
with a DbgBr eak() call in the problem routine. This is a "compiled" breakpoint and will cause your program to
break into the debugger at that line.

Method 2:

A second method is to use PalmDebugger to set an a-trap break on a system call that the problem routine makes.
Ideally, it would be a system call that ony that routine makes so that you won't get false triggers from other
routines making the same call. For example, if you wanted to find your application's main event loop, you could
set an a-trap break on Evt Get Event () :

atb "evtgetevent"

A-trap set on 011d (evtgetevent)

g
Renot e stopped due to: A TRAP BREAK EXCEPTI ON

' Evt Get Event'
+$0000 10C3B1E2 *LI NK A6, $0000 | 4E56 0000

When you break due to an a-trap break, you end up at the beginning of the system call. At this point, the return
address on the stack is the routine that actually made the system call which in this case is your application's main
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event loop. To get back to this routine, you can either single-step through the Evt Get Event () call until it
returns (not recommended!) or set a temporary breakpoint at the return address on the stack. To do this, use the
following command:

gt @p

EXCEPTION I D = $80

' Event Loop'
+$0016 1001B2E6 *MOVE. L A2, - (A7) | 2FO0A

The '@ operator fetches the long word at the given address (the value stored in the stack pointer), so the
expression '@p"' yields the return address on the stack.

You are now at the instruction in your main event loop immediately after the Evt Get Event () call. At this
point, you may want to disassemble this routine from the beginning. This is where the ;' symbol, which
represents the starting address of the current routine, is handy:

il

' Event Loop 1001B2D0’

+$0000 1001B2D0 LI NK A6, - $001C 4E56 FFE4
+$0004 1001B2D4 MOVEM L D3- D4/ A2, - (A7) 48E7 1820
+$0008 1001B2D8 LEA - $0018( A6), A2 45EE FFES
+$000C 1001B2DC PEA $00000032 ; 00000032 4878 0032
+$0010 1001B2E0 MOVE. L A2, - (A7) 2F0A

I
I
I
|
+$0012 1001B2E2 _Evt Get Event ; $10C3BlE2 | 4E4F AL1D
I
I
I
I

+$0016 1001B2E6 *MOVE. L A2, - (A7) 2F0A
+$0018 1001B2E8 _SysHandl eEvent ; $10COEQEC 4EAF AOA9
+$001C 1001B2EC ADD. W #3$000C, A7 DEFC 000C
+$0020 1001B2F0 TST.B DO 4A00

il :+6c

' Event Loop 1001B2D0'

+$006C 1001B33C _FrnDi spat chEvent ; $10C4769A 4E4F A1AO
+$0070 1001B340 ADDQ W #3$04, A7 584F

|
+$0072 1001B342 CMPl . W #$0016, - $0018(A6) ; '..' | OC6E 0016 FFE8
+$0078 1001B348 BNE. S Event Loop+$000C ; 1001B2DC | 6692
+$007A 1001B34A MOVEM L - $0028( A6), D3- D4/ A2 | 4CEE 0418 FFD8
+$0080 1001B350 UNLK A6 | 4ES5E
+$0082 1001B352 RTS | 4E75 8945 7665 6E74
dm 1001b354
1001B354: 89 45 76 65 6E 74 4C 6F 6F 70 00 00 4E 56 00 00 ". EventLoop..NV.."

Note the *' to the left of the instruction after the Evt Get Event call - this marks the current location of the
program counter. Also notice that PalmDebugger was able to tell the name of the routine without your having to
load a symbol file. This is possible because the name of the routine is included in the code itself by the compiler.
If you display memory immediately after the return instruction of a routine, you can see the name of the routine
embedded in the code:

Another way to double-check that you are where you want to be, is to perform a stack crawl. The routines are
displayed from "oldest" at the top to "newest" at the bottom.

SC

Calling chain using A6 Links:

A6 Frame Caller

00000000 10068982 cjt kend+0000

00015086 10C6CA26 __Startup__+0060
00015066 10C6CCCE Pi | ot Mai n+0250

00014FC2 10C0F808 SysAppLaunch+0458
00014F6E 10C10258 PrvCal | Wt hNewSt ack+0016
0001491E 1001CC7E start +006E

000148E6 1001CF44 Pil ot Mai n+001C

Yet another check is to get a list of the opened databases. If you are in the application you expect to be, it should
appear as one of the opened databases. Note that the "System" and "Graffiti ShortCuts" databases are always
opened by the system and always appear at the bottom of this list.

opened
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nane resDB cardNum accessP I D openCnt node
Tex2HexDB no 0 00015146 0001825B 1 0003
*Text to Hex yes 0 00016DD2 0001821B 1 0001
*Graffiti ShortCuts yes 0 00017D5C 0001812B 1 0007
*System yes 0 00017FEE 00D20A44 1 0005

Total : 4 databases opened

Method 3:

"This brings us to the third way to find your code... by the name of the routine. The ' ft' command in the
Debugger window will find text, and if your routine name is fairly unique it is an easy way to find your routine.
The' ft' command takes 3 arguments: the text to find, a starting address, and the number of bytes to search. To
search the first megabyte of RAM on a Visor or Palm III for example, use this command:

ft "EventLoop" 00000000 100000
dm 100005C4 ; 100005C4: 45 76 65 6E 74 4C 6F 6F 70 63 61 74 69 6F 6E 00 "Event Loopcation."

After the above line is printed, hit Enter again w thout parameters to repeat the find
dm 1001B355 ; 1001B355: 45 76 65 6E 74 4C 6F 6F 70 00 00 4E 56 00 00 2F "EventLoop..NV../"

The 'ft' command stops at the first successful find of the text and continues the search from where it left off if you
hit Enter again without any parameters. All existing PalmPilots except for the PalmV have RAM starting at
address 0x10000000. The PalmV and Visor RAM starts at address 0. T'o search ROM instead of RAM, use
address 0x10C00000 for early Visor or Palm devices, or 0x10000000 for later models. Use ‘dl0’ to find the
dynamic heap storage RAM, and ROM listed as heaps 0, 1 and 2 respectively. Note that the first occurrence of the
text was found at 0x100005C4. This is actually an alias of the debugger globals that are stored in low memory at
address 0x05C4 and is a copy of the string you asked the debugger to search for and not the actual routine. To
ensure that the address is of the routine you want, disassemble code before that address:

il 1001b355-23
' Event Loop 1001B2D0’

+$0062 1001B332 _FrnSet Event Handl er ; $10C47672 4EAF A19F
+$0066 1001B336 ADDQ W #$08, A7 504F
+$0068 1001B338 PEA -$0018( A6) 486E FFES8
+$006C 1001B33C _FrnDi spat chEvent ; $10C4769A 4E4F A1AO
+$0070 1001B340 ADDQ W #3$04, A7 584F

+$0078 1001B348 BNE. S Event Loop+$000C ; 1001B2DC 6692
+$007A 1001B34A MOVEM L -$0028( A6), D3- D4/ A2 4CEE 0418 FFD8
+$0080 1001B350 UNLK A6 4E5E

I
I
I
|
+$0072 1001B342 CVPI. W #$0016, - $0018(A6) ; '..' | OCBE 0016 FFE8
I
I
I
I

+$0082 1001B352 RTS 4E75 8945 7665 6E74

Note that we took the address of the found text (0x1001b355) and subtracted 23 bytes. We chose an odd number
because all instructions must be on word boundaries and 0x1001b355 is an odd address.

Method 4:

The last (and sometimes easiest) method to find your code is to take advantage of the source-level debugging
support. Assuming you've built your application with the gcc compiler and have generated a symbol file, load the
symbol file using the Load Symbols... menu command. Remember to launch the console stub on the device first
or the Load Symbols... command will not work. Once the symbol file is loaded, break into the debugger stub on
the device using the Break command of the Source menu, select the source line in the Source window of
PalmDebugger, and set a breakpoint there using the Toggle Breakpoint command from the Source menu or
from the source window's context menu.
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8.6.3  Finding Memory-Trashing Bugs

Memory-trashing bugs are often the hardest kind to track down. A bug in the code could trash low memory
globals used by the operating system, the dynamic memory heap, or an application variable. A memory corruption
in any one of these areas could cause very unpredictable behavior.

The first line of attack on these kinds of bugs is to divide and conquer: using forms of binary search, try and
narrow down which portion of the code is corrupting memory.

Heap Corruptions

If a bug trashes a memory heap, you might get a fatal error message put up by the Memory or Data Managers or
you may simply crash on some unrelated manager due to a side effect. In any case, if you do suspect a corrupted
heap, use the 'hd 0' command to dump the dynamic heap. If the heap is in a valid state, you'll see the heap dump
complete and print out totals at the bottom of the heap for amount of memory-used, memory-free, and other
statistics:

hd 0
Di spl ayi ng Heap | D: 0000, napped to 00001480
req act resType/ #reslD
start handl e localID size size Ick own flags type index attr ctg uniquelD nanme

-00001534 00001490 F0001491 00001E 000026 #0 #0 fM Al arm Tabl e

- 0000155A 00001494 F0001495 000456 00045E #0 #0 fMGaffiti Private
-000019B8 00001498 F0001499 000012 00001A #0 #0 fM Dat aMgr Protect List
(DProtectEntryPtr*)

200017D06 - -~ --- FO017D06 0001F4 0001FC #0 #15  fM Handle Table: 'Graffiti Shortcuts'

-00017FC2 -------- FO017FC2 000024 00002C #0 #15 fM DmOpenl nfoPtr: 'Gaffiti ShortCuts'
-00017FEE -------- FOO17FEE O0000E 000016 #0 #15 f M DmOpenRef: 'Graffiti ShortCuts'
Heap Summary:

flags: 8000

si ze: 016B80

numHandl es: #40

Free Chunks: #14 (010A90 byt es)

Movabl e Chunks: #52 (006040 byt es)

Non- Movabl e Chunks: #0 (000000 byt es)

For a faster check of the heap without a heap dump, use the 'hchk' command. This simply checks the validity of
the heap:

hchk 0
Heap OK

By breaking into the debugger at various portions of execution and checking the heap using either hd or hchk, as
shown above, you can narrow down the heap corruption.

Another method for tracking down heap corruption is to use the mlebug command in the Console window. This
command is one of the Console commands that can be executed even when the debugger is attached. (See Using
the Console Window When the Debugger is Attached below for more info). This command puts the device into one of
a set of various heap checking modes. Basically, when the device is in this mode, it performs an automatic heap
check and verification on every memory manager call. If it detects a heap corruption during any of these checks, it
automatically breaks into the debugger. Type hel p nmdebug to get a full list of options for this command. By
turning various memory checking features on and off, you can usually strike an acceptable balance between
performance (various modes can slow down performance considerably) and coverage.

nmdebug -parti al

Current node = 001A

Only Affected heap checked/ scranbl ed per call

Heap(s) checked on EVERY Mem cal |

Heap(s) scranbled on EVERY Mem cal |

Free chunk contents filled & checked
M ni mum dynanmi ¢ heap free space recordi ng OFF
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Global Variable Corruptions

Some bugs may trash a global - either a low memory system global or an application global. The effects of this
type of corruption are generally unpredictable and the process of tracking them down is quite difficult and hard to
generalize.

Once you have managed to determine which address in memory is being corrupted, however, you can usually use
the 'ss' (Step-Spy) command to help determine where the bug in the code is. The 'ss' command puts the processor
in a single-step mode in which it will automatically check the contents of a given address after every instruction,
and automatically break into the debugger if the contents ever change. It takes one parameter which is the address
of a DWord in memory to check.

ss 100
Step Spying on address: 00000100

Because the 'ss' command makes the processor single-step through instructions, it makes the device run
considerably slower, so you should usually narrow the bug down to a certain area before using this command.

8.6.4  Viewing Local Variables and Function Parameters

If you are debugging using the source-level window, the local variables and parameters for functions are displayed
in the upper pane of the window. If you don't have access to symbol information, however, you have to manually
look up the variable values using commands in the Debugger window. This section walks through how to do this
with a typical function.

To illustrate the process, we will use the following example routine:

static Bool ean
Mai nFr nEvent Handl er (Event Ptr eventP)

{
For nPt r fornP;
Bool ean handl ed = fal se;
Err err;
char buffer[64];
DWor d byt es=0;
SWor d i;
static char prevChar = 0;

/1 See if StdlO can handle it
if (StdHandl eEvent (eventP)) return true;

/1 body of function omtted for clarity

return fal se;

}

If we were to break into the debugger at the beginning of the routine, (right before it calls
St dHandl eEvent () ), you would see the following disassembly:

il

' Mai nFrnEvent Handl er 1001E296'

+$0000 1001E296 LINK A6, - $0048 | 4E56 FFBS
+$0004 1001E29A MOVEM L D3- D5/ A2, - ( A7) | 48E7 1C20
+$0008 1001E29E MOVE. L $0008( A6) , A2 | 246E 0008
+$000C 1001E2A2 CLR B D5 | 4205
+$000E 1001E2A4 CLR L - $0044( AB) | 42AE FFBC
+$0012 1001E2A8 *MOVE. L A2, - (A7) | 2F0A
+$0014 1001E2AA BSR W St dHandl eEvent ; 1001F214 | 6100 OF68
+$0018 1001E2AE ADDQ W #$04, A7 | 584F
+$001A 1001E2B0 TST. B DO | 4A00
+$001C 1001E2B2 BEQ S Mai nFrnEvent Handl er +$0024 ; 1001E2BA | 6706
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When a routine enters, the first DWord on the stack is the return address. Following that are the parameters,
from left to right. If, for example, we were to display memory to which the stack pointer points on the first
instruction of the routine (the LINK instruction), we would see the following:

dm sp
00014A2A: 10 C4 77 00 00 01 4A 4E 00 01 4A 4E 00 01 51 OE "..w...JN..JN..Q"

The first DWord (0x10C47700) is the return address of the routine. The second DWord (0x00014A4E) is the
event P parameter to the routine. If there were another parameter to the routine, it would follow the event P
parameter on the stack.

After the LINK instruction executes, however, the stack pointer register is changed. This happens because the
stack pointer is decremented to make room for local variables (in this example, to make room for 0x48 bytes of
local variables) and for a saved value of the A6 register. The A6 register is changed to point the beginning of the
function's stack frame. The A6 register then acts like a stack frame pointer and is used by the rest of the routine to
access function parameters and local variables. Here's a picture of what the stack looks like after the LINK
instruction:

Address : Contents

A7 => 149CE <= new "top" of stack
oL <= 0x48 bytes of local variables
A6 => 14A26 : 00 01 4A 3A <= saved val ue of A6
14A2A : 10 ¢4 77 00 <= return address
14A2E : 00 01 4A 4E <= event P par anet er

Thus, if you display memory at register A6, you will see the following:

dm a6
00014A26: 00 01 4A 3A 10 C4 77 00 00 01 4A 4E 00 01 4A4E "..J:..W...JN .JIN'

The first DWord that A6 points to is the old value of A6. The next DWord is the return address of the routine,
followed by the parameters to the function. Thus, the first parameter to the function can always be found at 8(A6)
and indeed if you look at the function disassembly above, you can see that one of the first things it does is after the
LINK instruction is copy the value of the 'eventP' parameter from 8(A6) to register A2.

The function local variables are placed at memory locations before A6. For example, the byt es local variable,
which is a DWord, is found at -$0044(A6) and is cleared to 0 by the instruction at address 0x1001E2A4. It is not
always easy to tell where each local variable is on the stack except by disassembling the code and looking for places
in the code where that variable is accessed. Once you know the offset of the variable, you can view by using an
expression with A6. To view the value of the byt es parameter, for example, you could use the following
command:

dm - 44+a6
000149E2: 00 00 00 00 00 OO0 1A OC 20 00 20 04 00 01 4A 08 "........ R

8.6.5 Using the Console Window When the Debugger is Attached

When the device is in the debugger stub and PalmDebugger is attached, you normally use the Debugger window
only to enter commands. There is, however, a subset of console commands that work even when the debugger is
attached. The subset of console commands that work when the debugger is attached are those that simply display
information and don't change memory contents. These include 'dir’, 'hl', 'hd’, 'hchk’, 'mdebug’, and others.

When the debugger is attached, commands that you enter in the Console window do not go through the normal
channels and talk to the console stub on the device. They instead talk directly to the debugger stub so that they
can be executed even when the console stub has not been started.

By leveraging the use of these commands in the Console window, you now have two windows at your disposal for
displaying debugging information. This comes in handy for displaying a heap dump in the Console window that
you can view while single-stepping in the Debugger window.
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8.6.6 Changing PalmDebugger's baud rate

Whenever the debugger stub or console stub on the device starts up, it starts out communicating at 57,600 baud.
It is often desirable to switch to a higher baud rate in order to download large applications or other files to the
device or to a lower baud rate if you are using a serial cable without hardware handshaking lines.

If the device is in the debugger stub, and PalmDebugger is attached to the device, you can change the baud rate of
both PalmDebugger and the device at the same time by choosing a new baud rate setting from the Connection
menu of PalmDebugger. When PalmDebugger thinks the device is attached, it sends a request packet to the
device's debugger stub telling it the new baud rate to use. It then it switches over to the new baud rate itself. Keep
in mind that this new baud rate setting only remains in effect until the device is soft-reset, or until you launch an
application on the device that opens the serial port and changes the baud rate again.

You can also change the baud rate of both PalmDebugger and the device through the console stub. If you change
PalmDebugger's baud rate when it is not attached to the debugger stub, it sends the new baud rate request to the
console stub on the device instead of the debugger stub. Whether you change the baud rate through the console
stub or the debugger stub, the other stub will use the new baud rate as well.

8.6.7 Debugging Applications That Use the Serial Port

Debugging applications that use the serial port when using that same serial port for the debugger is tricky, but not
impossible. As long as the application itself and the debugger stub are using the same baud rate, you can actually
perform limited debugging functions. When the debugger stub starts up, it always initializes the serial port on the
device to 57,600 baud and assumes it will stay at that baud rate unless it gets a message from PalmDebugger while
attached telling it to change (as a result of the user picking a new baud rate from the Connection menu).

If the debugger stub on the device has been entered at least once already, and you later launch an application that
opens the serial port, that application may change the baud rate. If it does, the debugger stub on the device will
end up using that new baud rate the next time it enters. If this is the case, you will have to manually change the
baud rate setting on the PalmDebugger application's Connection menu in order to communicate again with the
device.

Of course, when you do enter the debugger stub on the device while debugging a serial application, the debugger
stub will send data over the serial port and most likely disrupt serial communications with whatever host your
Palm OS application was originally talking to. You can, however, switch the serial cable back over to
PalmDebugger, double-check your baud rate setting, and issue an 'att' command to attach to the device and
perform "post-mortem" analysis at that point.

What you cannot do when using a serial port application on the device is use the console stub. When the console
stub starts up, it opens up the serial port like a normal application would, and thus prevents any other application
from successfully opening up the port at the same time. Likewise, if you are in an application that has the serial
port open, you will not be able to start up the console stub. Remember that a number of console commands can
be used even when the device is in the debugger stub. This subset of console commands (those that merely display
information about heaps and databases) are smart enough to know when the device is currently in the debugger
stub, and can communicate with that stub instead of the console stub.

8.6.8 Importing System Extensions and Libraries

The console's 'import' command imports a new database or replaces an existing database on the device. It can
only replace an existing database, however, if that database is not currently open or protected. System extension
databases and shared libraries present a problem because they are normally kept open or marked protected so that
they won't be deleted accidentally while they are in use by the system.

If you are developing a system extension or shared library and need to import a newer version to the device, you
must make sure the old database is closed and unprotected first. If it is not, you will get the following error from
the import command:

###Error $00000219 occurred
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To get around this, soft-reset the device while pressing the [Up] button on the device. The [Up] button tells the
system that it should not automatically load system extensions or shared libraries. You can then import your
database and soft-reset again to make the system use the new version.
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